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Abstract 

For long-lived systems, there is a need to address 

evolvability explicitly. For this purpose, we have in our 

earlier work developed a software evolvability 

framework based on industrial case studies. With this 

as input in this paper we analyze several existing 

quality models for the purpose of evaluating how 

software evolvability is addressed in these models. The 

goal of the analysis is to investigate if the elements of 

the evolvability framework can be systematically 

managed or integrated into different existing quality 

models. Our conclusion is that although none of the 

existing quality models is dedicated to the analysis of 

software evolvability, we can enrich respective quality 

model through integrating the missing elements, and 

adapt each quality model for software evolvability 

analysis purpose.   

1. Introduction 
For long-lived industrial software, the largest part of 

lifecycle costs is concerned with the evolution of 

software to meet changing requirements [2]. In this 

context, software evolvability has been recognized as a 

fundamental element for increasing strategic decisions, 

characteristics, and economic value of the software 

[16]. It describes “the ability of a system to 

accommodate changes in its requirements throughout 

the system’s lifespan with the least possible cost while 

maintaining architectural integrity” [15]. We have also 

observed the need for greater system evolvability from 

various cases in industrial context [5, 7], where 

evolvability was identified as a very important quality 

attribute that must be maintained. 

This paper first recaps briefly the software 

evolvability framework from our earlier work [5, 6]. 

Using this as input, we explore some well-known 

quality models in coping with software architecture 

evolution and analyzing software evolvability. 

Different quality models have been studied: McCall 

[12], Boehm [3], FURPS [9], ISO 9126 [10] and 

Dromey [8] in an attempt to identify in these models 

the aspects that are deemed important for software 

evolvability, as well as the aspects that are missing for 

managing software evolvability. The rest of this paper 

is structured as follows. Section 2 presents briefly our 

software evolvability framework. Section 3 describes 

the well-known quality models and discusses their 

relevance to software evolvability analysis. Section 4 

concludes the paper. 

2. Software Evolvability Framework 
We have seen at ABB examples of different 

industrial systems that often have a lifetime of 10-30 

years. These systems are subject to and may undergo a 

substantial amount of evolutionary changes. For such 

long-lived systems, there is a need to address 

evolvability explicitly during the entire lifecycle, and to 

prolong the productive lifetime of the software systems. 

We have in our earlier work [4-6], established a 

software evolvability framework illustrated in Figure 1.  

 
Figure 1. Software Evolvability Framework 

The framework is used for software evolvability 

analysis through the establishment of a software 

evolvability model [5] and a method for assessing 

evolvability [6]. In addition, software evolvability is 

affected by a set of change stimuli. These stimuli are 

domain-dependent and have influence to different 

characteristics of evolvability. We characterize the 

stimuli in relation to technological and business 

perspectives; while technological perspective is mostly 

related to the system architecture, business-type of 

change stimuli can be very different and can 

significantly change the system requirements, and 

influence the technological stimuli. 

2.1 Software Evolvability Model 

We outline in [5] a software evolvability model that 

provides a basis for analyzing and evaluating software 

evolvability, as illustrated in Figure 2. This model 

regards software evolvability to be a multifaceted 

quality attribute [15], and refines software evolvability 

into a collection of subcharacteristics that can be 

measured through a number of corresponding 

measuring attributes.  



  

Figure 2. Software Evolvability Model 
The evolvability model and identified evolvability 

subcharacteristics are the results from case studies [5, 

6] and are valid for a class of long-lived industrial 

software-intensive systems that often are exposed to 

many, but in most cases evolutionary changes. Such 

systems are characterized by a number of dependability 

requirements (such as reliability, availability, possibly 

safety), compliance to different standards, complexity, 

and a combination of software and systems 

requirements. For these types of systems we have 

identified the following subcharacteristics: 

Analyzability describes the capability of the software 

system to enable the identification of influenced parts 

due to change stimuli; Architectural Integrity 

describes the non-occurrence of improper alteration of 

architectural information; Changeability describes the 

capability of the software system to enable a specified 

modification to be implemented and avoid unexpected 

effects; Extensibility describes the capability of the 

software system to enable the implementations of 

extensions to expand or enhance the system with new 

features; Portability describes the capability of the 

software system to be transferred from one 

environment to another; Testability describes the 

capability of the software system to validate the 

modified software; Domain-specific Attributes are the 

additional quality subcharacteristics that are required 

by specific domains. 

3. Software Evolvability in Quality Models 
In quality models, quality attributes are decomposed 

into various factors, leading to various quality factor 

hierarchies. Some well-known quality models are 

McCall [12], Dromey [8], Boehm [3], ISO 9126 [10] 

and FURPS [9]. These models are intended to evaluate 

the quality of software in general; none of them is 

specialized in or dedicated for evolvability analysis. It 

is thus likely that certain evolvability subcharacteristics 

are disregarded or not explicitly addressed in these 

models. We discuss each quality model regarding their 

relevance to the software evolvability analysis, and 

investigate if elements of the evolvability framework 

can be integrated into existing quality models. 

3.1 McCall’s Quality Model 

McCall’s quality model [12] defines and identifies 

the quality of a software product through addressing 

three perspectives: (i) Product operation is the 

product’s ability to be quickly understood, operated 

and capable of providing the results required by the 

user. It covers correctness, reliability, efficiency, 

integrity and usability criteria. (ii) Product revision is 

the ability to undergo changes, including error 

correction and system adaptation. It covers 

maintainability, flexibility and testability criteria. (iii) 

Product transition is the adaptability to new 

environments, distributed processing together with 

rapidly changing hardware. It covers portability, 

reusability and interoperability criteria.  

Not all the software evolvability subcharacteristics 

are explicitly addressed in this model. Analyzability is 

not explicitly included as one of the perceived aspects 

of quality. However, as the model is further detailed 

into a hierarchy of factors, criteria and metrics, some of 

the measurable properties and metrics are related to the 

achievement of analyzability, e.g. simplicity and 

modularity. Architectural integrity is not covered in the 

model. The integrity mentioned in the model describes 

the protection of the program from unauthorized 

access, and does not have the same essence as what we 

mean by architectural integrity. Moreover, none of the 

factors or quality criteria in the model is related to 

architectural integrity with respect to the understanding 

and coherence to the architectural decisions. This 

model is proposed for general application systems, and 

thus the domain-specific attributes are not explicitly 

addressed in the scope of the model. 

3.2 Boehm’s Quality Model 

Boehm’s quality model [3] represents a hierarchical 

structure of characteristics, each of which contributes 

to the total quality. The model begins with the 

software’s general utility, i.e. the high level 

characteristics that represent basic high-level 

requirements of actual use. The general utility is 

refined into a set of factors and each factor is 

composed of several criteria which contribute to it in a 

structured manner. The factors include: (i) portability; 

(ii) utility which is further refined into reliability, 

efficiency and human engineering; and (iii) 

maintainability which is further refined into testability, 

understandability and modifiability.  

Neither in the Boehm quality model is all the 

software evolvability subcharacteristics explicitly 

addressed. Analyzability is partially addressed through 

the characteristic understandability, which describes 

that the purpose of the code is clear to the inspector. 

However, none of the factors or measurable properties 

describes the capability to analyze the impact at the 

software architecture level due to a change stimulus. 

Architectural integrity is not covered in the model. 



Extensibility is not perceived as an explicit quality 

aspect, but is instead aggregated within the scope of 

characteristic modifiability, which describes that the 

code facilitates the incorporation of changes, once the 

nature of the desired change has been determined. 

Domain-specific attributes are not explicitly addressed 

in the model. 

3.3 FURPS Quality Model 

The characteristics that are taken into consideration 

in FURPS model [9] are: (i) Functionality includes 

feature sets, capabilities and security; (ii) Usability 

includes human factors, consistency in the user 

interface, online and context-sensitive help, wizards, 

user documentation, and training materials; (iii) 

Reliability includes frequency and severity of failure, 

recoverability, predictability, accuracy, and mean time 

between failure (MTBF); (iv) Performance prescribes 

conditions on functional requirements such as speed, 

efficiency, availability, accuracy, throughput, response 

time, recovery time, and resource usage; (v) 

Supportability includes testability, extensibility, 

adaptability, maintainability, compatibility, 

configurability, serviceability, installability, and 

localizability/internationalization.  

Architectural integrity is not covered in the model. 

None of the characteristics or subcharacteristics in the 

model is related to architectural integrity with respect 

to the understanding and coherence to the architectural 

decisions. Moreover, one disadvantage of this model is 

that it fails to take account of the software portability 

[13]. Domain-specific attributes are not addressed 

either in the model. 

3.4 ISO 9126 Quality Model 

ISO 9126 [10] specifies and evaluates the quality of 

a software product in terms of internal and external 

software qualities and their connection to attributes. 

The model follows the factor-criteria-metric model [12] 

and categorizes software quality attributes into six 

independent high-level quality characteristics: 

functionality, reliability, usability, efficiency, 

maintainability and portability. Each of these is broken 

down into secondary quality attributes, e.g. 

maintainability is refined into analyzability, 

changeability, stability, testability and compliance to 

standards, conventions or regulations. 

The ISO 9126 quality model does not explicitly 

address all the software evolvability subcharacteristics. 

For instance, architectural integrity is not considered. 

None of the quality characteristics or subcharacteristics 

in the model is related to architectural integrity with 

respect to the understanding and coherence to the 

architectural decisions or strategies. Moreover, 

extensibility is not addressed as an explicit 

characteristic to represent future growths in this model. 

One may also argue if the enhancement-with-new-

features type of change is embedded within the types of 

modifications defined in the quality model, i.e. 

corrections, improvements or adaptations of the 

software to changes in environment, requirements and 

functional specifications.  

3.5 Dromey’s Quality Model 

Dromey [8] proposes a working framework for 

evaluating requirement determination, design and 

implementation phases. The framework consists of 

three models, i.e. Requirement quality model, Design 

quality model and Implementation quality model. The 

high-level product properties for the implementation 

quality model include: (i) Correctness evaluates if 

some basic principles are violated, with functionality 

and reliability as software quality attributes; (ii) 

Internal measures how well a component has been 

deployed according to its intended use, with 

maintainability, efficiency and reliability as software 

quality attributes; (iii) Contextual deals with the 

external influences on the use of a component, with 

software quality attributes in maintainability, 

reusability, portability and reliability; (iv) Descriptive 

measures the descriptiveness of a component, with 

software quality attributes in maintainability, 

reusability, portability and usability.  

In this model, characteristics with regard to process 

maturity and reusability are more explicit in 

comparison with the other quality models. However, 

not all the evolvability subcharacteristics are explicitly 

addressed in this model. Analyzability is only partially 

covered within the contextual and descriptive product 

properties at individual component level, though none 

of these product properties describes the capability to 

analyze the impact at the software architecture level 

due to a change stimulus. Architectural integrity is not 

fully addressed despite the design quality model takes 

into account explicitly the early stages (analysis and 

design) of the development process. The focus of the 

design quality model is that a design must accurately 

satisfy the requirements, and be understandable, 

adaptable in terms of supporting changes and 

developed using a mature process. However, it is not 

sufficient for capturing architectural design decisions. 

Extensibility is not addressed as an explicit 

characteristic to represent future growths. Testability is 

implicitly embedded in the internal product property. 

Domain-specific attributes are not addressed. 

Moreover, one disadvantage of the Dromey model is 

associated with reliability and maintainability, as it is 

not feasible to judge them before the software system is 

actually operational in the production area [14]. 



3.6 Evolvability Analysis in Quality Models 

None of the available quality models explicitly 

considers all the subcharacteristics of software 

evolvability. Table 1 summarizes the evolvability 

subcharacteristics coverage in each quality model, 

indicating if a certain evolvability subcharacteristic is 

partially, implicitly, explicitly addressed or not 

addressed at all in a quality model. 
Table 1. Evolvability Coverage in Quality Models 
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In general, we can claim that when using these 

quality models, additional attention should be given in 

the analysis of architectural integrity and domain-

specific attributes. Most of the quality models, except 

the Dromey’s quality model, are more driven towards 

the final coded software product, and do not take into 

account explicitly the analysis and design stage [11]. 

Thus, these models are not focused on the capability of 

capturing architectural design decisions for consistency 

of architectural integrity. Additionally, most of these 

models are generic models and are proposed for 

general application systems [1]. Thus, the domain-

specific attributes are outside the scope of the quality 

models since they cannot be generalized. However, as 

various quality models cover a wide range of different 

quality characteristics, some of these quality 

characteristics might become domain-specific attributes 

in a certain context. Therefore, our claim is that 

domain-specific attributes need to be explicitly 

identified and considered in the evolvability analysis in 

relation to change stimuli. Changeability, portability 

and testability are addressed explicitly in most of the 

quality models. Extensibility is explicitly addressed in 

McCall and FURPS models, but not in the others. 

By analyzing the evolvability subcharacteristics 

coverage in the quality models, we can recognize the 

subcharacteristics that are overlooked in a quality 

model. In this way, we can enrich respective quality 

model through integrating the missing elements, and 

adapt each quality model for software evolvability 

analysis purpose. 

4. Conclusions 
In order to address evolvability explicitly, we have, 

in our earlier work, developed a software evolvability 

framework based on industrial case studies. From the 

analysis of several quality models we can conclude that 

although none of these quality models is dedicated to 

the analysis of software evolvability, we can enrich 

respective quality model through integrating the 

missing elements, and adapt each quality model for 

software evolvability analysis purpose. This means that 

several evolvability subcharacteristics need to be 

explicitly considered, and that several additional 

system properties must be analyzed, e.g. architectural 

integrity and domain-specific attributes in relation to 

possible change stimuli. 
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