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Abstract— Conway’s law assumes a strong association 
between the system’s architecture and the organization’s 
communication structure that designs it. In the light of 
contemporary software development, when many companies 
rely on geographically distributed teams, which often turn 
out to be temporarily composed and thus having an often-
changing communication structure, the importance of 
Conway’s law and its inspired work grows. In this paper, we 
examine empirical research related to Conway’s law and its 
application for cross-site coordination. Based on the results 
obtained we conjecture that changes in the communication 
structure alone sooner or later trigger changes in the design 
structure of the software products to return the socio-
technical system into the state of congruence. This is further 
used to formulate a concept of a rubber band effect and 
propose a replication study that goes beyond the original 
idea of Conway’s law by investigating the evolution of socio-
technical congruence over time. 

Keywords-Conway’s Law, Socio-Technical Congruence, 
Evolution 

I.  INTRODUCTION 
According to a widely held belief offshore sourcing 

enables cost reduction (in terms of time and money) [1]. 
Therefore, many software companies today transfer their 
software products or scale up the development 
organization utilizing human resources from different 
locations all over the world [2-4]. Software companies that 
are involved in our research projects are no exception. 
Some companies jump on an offshore outsourcing 
bandwagon and thus choose to work with company 
external developers, and, consequently changing the 

development organization during the lifecycle of software 
products. These changes, however, are found to impact 
efficiency and quality of the development [5]. In addition, 
if and when outsourcing relationships fail, the companies 
are forced to backsource the development or switch 
vendors [6]. Other companies choose offshore insourcing 
and expand through acquisitions or establishing their own 
sites, often in far offshore locations. This enables multi-
national companies to select from a variety of choices of 
developing their software products here, there or 
everywhere. For example, Ericsson initiated development 
of a large software product in 2001 in Sweden, but was 
forced to scale up development in India in 2004, which led 
to a later transfer of the entire product development to 
India during 2009-2010, where the product is evolving to 
date [7]. Notably, both distribution and transferring of 
software development over geographic, temporal and 
cultural borders has been associated with numerous 
challenges in achieving a successful communication, 
coordination, and control [8, 9]. For example, tasks 
performed in globally distributed projects have in some 
cases been found to be delayed considerably compared to 
similar tasks in co-located projects [10]. In particular, 
achieving efficient communication and coordination 
across distance are especially challenging in 
geographically distributed development [9]. Consequently, 
industry is having a hard time in achieving the perceived 
benefits [1, 8]. 

One promising research direction that targets 
alleviation of cross-site coordination and communication 
is related to the concept of socio-technical congruence. In 
1968, Melvin Conway proposed that the communication 



structure is coupled with the software architecture. His 
thesis is formulated as follows: “any organization which 
designs a system will inevitably produce a design whose 
structure is a copy of the organization's communication 
structure” [11]. In the past decades this law has been 
evaluated and revisited.  

Baldwin and Clark [90] have refined Conway’s law by 
stating that in the design of a complex system the technical 
and organizational structures “will “mirror” one another 
in the sense that the network structure of one corresponds 
to the structure of the others” [90]. Thus, they have 
complemented Conway’s law by adding an additional 
direction of causality. Not only does the technical structure 
correspond to the organizational structure, in addition the 
organizational structure mirrors the technical structure.  

Cataldo et al. [12] introduced a new concept based on 
Conway’s law: socio-technical congruence. They defined 
socio-technical congruence as the alignment between 
coordination requirements extracted from technical 
dependencies among tasks, and the actual coordination 
activities performed by the engineers. Moreover, [12] 
provides evidence that socio-technical congruence on the 
task level shows a positive impact on software 
development productivity.  

Furthermore, the organization’s communication 
structure (i.e. social structure), design structure (i.e. 
technical structure) as well as the socio-technical traces 
used in the studies evaluating and refining Conway’s law 
have been interpreted differently. The socio-technical 
traces explain how the social structures were mapped into 
the technical structures and vice-versa. Consequently, 
social structures have been illustrated using organizational 
structure, people structure (like teams), processes, 
locations, and their relations. Technical structures have 
been illustrated using intermediate and software artifacts 
and their relationships as well as derived information. The 
socio-technical traces used include processes, artifacts, and 
effects of socio-technical interaction (e.g. task assignment 
and file ownership).  

Nevertheless, following [90] as well as [12] and 
assuming validity of social-technical congruence implies 
that changing the organizational structure alone or 
changing the technical structure alone is problematic. This 
has an important implication on software companies 
restructuring the development organization as a 
consequence of sourcing decisions. In this light, more 
empirical studies are needed to investigate the congruence 
between organizational and technical structures and its 
evolvement over time. 

The research presented here summarizes findings from 
a systematic review (approach described in Section II) of 
empirical studies that validate the importance of socio-
technical congruence by looking at the pros and cons of 
congruent and incongruent scenarios (presented in Section 
III). Based on related work we discuss how social and 
technical structures co-evolve in organizations that make 

sourcing decisions, and what can be expected in terms of 
compliance with socio-technical congruence. In response 
we present the concept of a “rubber band effect” and 
propose a longitudinal study that goes beyond the original 
idea of Conway’s law by studying the evolution of socio-
technical congruence over time (see Section IV).  

 

II. RESEARCH APPROACH 
Conway’s law published in 1968 [11] marks the first 

documented conjecture that the structure of software under 
development cannot be separated from the organizational 
structure of the people designing it. In this paper a 
literature review based on forward Snowballing [13] was 
performed to understand how far Conway’s law has been 
evaluated and for what purpose. The following research 
questions were answered with the review: 
! How are socio-technical structures and traces 

measured?  
! What are the purposes of the application of Conway’s 

law?  
! What is the empirical evidence for or against validity 

of Conway’s law?  
We did not perform a full systematic literature review 

[14], but a literature review with a systematic approach as 
opposed to ad-hoc. In our review, papers were identified 
based on references to Conway’s original publication [11]. 
A search string (“How do Committees Invent”) was 
applied to the Scopus database on February 7, 2012, 
resulting in 128 papers that were published between 1987 
and 2011. Overall, six researchers participated in the 
literature review. The initial set of papers was reduced by 
11 papers using the following exclusion criteria: 
! Not accessible: 6 
! Not peer reviewed: 4 
! Duplicates: 1 

The resulting 117 papers were then classified by one 
researcher according to the studied areas as follows: 
software development (9 papers), development 
productivity (21), global software development (20), open 
source (12), evolution (4), tooling (5), scalability (4), 
project archeology (9), software architecture (5), software 
use (6), software reverse engineering (5), and software 
quality (3) and others (14). The latter were papers mainly 
not focusing on Software Engineering but on history, 
myths, education, research, telescopes, and alternative 
theories. These papers have been excluded. If later in the 
literature review process a researcher realized a mapping 
was not correct, the paper has been mapped to the 
corresponding area. 

Next, based on a discussion between the researchers 
taking part in the literature review, the areas of most 
interest in the papers for the reviewers have been selected 
for further data analysis. Namely: 
! Major application areas: software development, 

software reverse engineering, and software quality; 
! Software development specialties: productivity, 

project archeology, and architecture; 



! Productivity concerns for commercial organizations: 
evolution and global software development. 

 Table I provides an overview of the selected 
applications and the corresponding paper count resulted 
from the paper classification. This selection allowed us to 
gain an overview of the application of Conway’s law and 
provided sufficient depth for understanding current 
knowledge related to social and architectural change. As a 
result, in total we have analyzed 76 papers. In order to do 
so, each of the researchers taking part in the review 
selected one to three application areas for analysis. If the 
researchers had overlapping interests, it had been 
discussed and decided who is taking which area.  

TABLE I.  SELECTED APPLICATIONS AREAS OF SOCIO-TECHNICAL 
CONGRUENCE 

Area References # of studies 
Development Productivity [12, 24-43] 21 
Global Software Development [1, 10, 44-61] 20 

Software Development [15-23] 
 9  

Project Archeology [66-74] 9 
Software Architecture [75-79] 5 
Software Reverse Engineering [80-84] 5 
Evolution [62-65] 4 
Software Quality [85-87] 3 

 Total: 76 
 

The data extraction form was developed by two 
researchers and tested using several publications. Besides 
bibliographic information regarding the publication, the 
following data has been extracted: 
- Is Conway’s law discussed, explored or validated?  
! Is there evidence for or against it? 
! How are the social and technical structures defined? 
! What are the socio-technical traces used? 
! How social and technical structures interact with each 

other? 
! Which concepts are introduced? 
! Which research questions drive the study? 
! What is the information regarding the empirical 

studies (research method, data collection, and data 
analysis)? 

! What are the main conclusions? 
In the following, we discuss the results of the literature 

review. We start with the different forms of social and 
technical structures and the socio-technical traces 
identified in the analyzed papers. The socio-technical 
traces explain how the social structures were mapped into 
the technical structures and vice-versa. Two researchers 
have conducted the actual mapping of the references to the 
identified forms of technical structures, the social 
structures, and the socio-technical traces (see Table II-IV). 
One researcher conducted the initial mapping by taking all 
identified structures from the data extraction sheet, 
grouping them together and mapping the corresponding 
references. Next, the second researcher mapped the 

corresponding references to the identified grouped 
structures. In case of disagreement a mutual consent has 
been sought-after. If this was not possible the second 
researcher decided. 

Then, we present the identified purposes of the 
application of the socio-technical congruence in software 
engineering projects. Finally, we discuss the identified 
evidence for and against the validity of socio-technical 
congruence. 

 

III. RESULTS: SOCIO-TECHNICAL CONGRUENCE BASED 
ON CONWAY’S LAW IN RESEARCH LITERATURE 

Different forms have been suggested in literature to 
illustrate the social structure in software development, see 
Table II. Multiple entries are possible because sometimes 
the social structure is measured several times using 
different forms. Thus, social structures have been 
described based on how organizations were structured 
into units and teams, how people were collocated and 
moved, people “attributes” and relationships, how work 
was structured with processes and tasks, how people 
collaborated through shared databases, meetings, how 
people communicated and interacted, and the co-
authorship resulting from the software development. 

TABLE II.  FORMS OF SOCIAL STRUCTURES IDENTIFIED  

Forms of Social 
Structures 

References # of 
studies  

Teams [1, 12, 18, 19, 45, 46, 
49, 52, 59, 61, 73, 79] 

12 

Collocation and People 
Movement 

[10, 12, 38, 49, 50, 56-
58, 79] 

9 

Organizational Structure 
and Attributes 

[19, 23, 38, 39, 41, 57, 
83, 85] 

8 

Communication Channels 
and Traces 

[12, 21, 47, 48, 62, 80] 6 

Collaboration, Interaction, 
and Meetings 

[12, 38, 41, 47, 59] 5 

Co-Authorship [22, 68, 71, 80] 4 
Task Dependencies, 
Attributes, and Correlation 

[48, 68, 74] 3 

People Attributes [22, 79] 2 
Process Attributes [19, 41] 2 
Interpersonal Relationships [53] 1 
Programmer Coupling [37] 1 
Legacy Inheritance [41] 1 

 
Likewise, different forms have been suggested in 

literature to illustrate the technical structure in software 
development, see Table III. So, the technical structures 
have been described based on the identification of 
software items and their relationships captured in terms of 
software architecture, source structure, interfaces, code 
dependencies, item properties, co-editing, and 
modification request dependencies.  

 



 

TABLE III.  FORMS OF TECHNICAL STRUCTURES IDENTIFIED 

Forms of Technical 
Structures 

References # of  
studies 

Items [1, 19, 45, 50, 52, 58, 61, 
62, 68, 71, 80, 85] 

12 

Software Architecture [21, 39, 52, 79, 81] 5 
Source Structure [19, 22, 57, 62, 68] 5 
Modification Request 
Dependencies 

[46, 49, 57, 61] 4 

Code Dependencies and 
Software Coupling 

[12, 37, 38, 48] 4 

Item Properties and 
Collections 

[22, 41, 73] 3 

Interfaces [10, 18, 59] 3 
Footprints [12, 62] 2 
Traceability [41] 1 
File Ownership [70] 1 

 
Table IV describes the socio-technical traces used in 

the analyzed studies, in particular, processes, artifacts, 
and effects of socio-technical interaction.  

TABLE IV.  FORMS OF SOCIO-TECHNICAL TRACES IDENTIFIED 

Socio-Technical 
Traces 

References # of  
studies 

Responsibility and 
Task Assignment 

[1, 12, 21, 46, 47, 52, 56, 
58, 61] 

9 

File Ownership [36, 69, 70, 71, 73, 74, 
85] 

7 

Authorship and Code 
Commits 

[22, 46, 48, 62, 68] 5 

Work Item 
Contribution 

[10, 50, 58] 3 

API Use or 
Implementation 

[38, 39] 2 

Awareness Network [39] 1 
Coordination Matrix [59] 1 
Developer Spread [68] 1 
Code Dependencies [85] 1 

 
Analysis of the studies citing Conway’s original 

proposition that we have included in the review suggests 
that Conway’s law inspired research work can be 
classified into several directions based on the exploratory 
purpose of the authors: 
! Understanding and managing development 

organization [18, 22, 62, 68, 69, 74];  
! Coordinating development work, including cross-site 

collaborations [39, 45, 52, 57, 59];  
! Improving software engineering [19], in particular, 

development efficiency [12, 56]; 
! Minimizing communication and coordination 

problems and overhead [1, 39, 52, 58, 47];  
! Managing quality [10, 85]. 

From the 76 papers we analyzed, 2 papers assumed 
that Conway’s law is valid, 13 explored the law, the 

majority discussed it (44), 2 only mentioned it, and 15 
reported evidence for or against the validity of Conway’s 
law. Overall, more evidence was reported for Conway’s 
law, than against the law. The way the social and the 
technical structures are interpreted and how congruence is 
measured affected the amount and direction of evidence. 
In order to give an overview of existing evidence we 
present in the following some of the cases reporting 
quantitative or qualitative evidence. 

Quantitative evidence gathered shows that socio-
technical congruence affects development efficiency in two 
cases and that the modular structure of the architecture is 
highly consistent with the communication structure in one 
case. 

! A case study concerned 114 developers grouped into 
eight development teams distributed across three 
development locations during 39 months of 
development [12]. When the developers’ coordination 
patterns were congruent with coordination needs, the 
resolution time of modification requests was reduced 
by 32%. Also, geographical and communication 
congruence affected resolution time positively.  

! A case study concerned 30 developers distributed 
across two development locations during 30 months of 
development [40]. The productivity of developers was 
higher when they worked on tasks assigned to few 
people and that required work in few modules than 
when they worked on tasks with the opposite 
characteristics. 

! A case study concerned the third instance of a student 
project at Siemens that simulated industrial software 
development among distributed sites [59]. The project 
employed an architecture that enabled an efficient 
communication structure. The solution’s design 
structure had the potential to guide task assignment 
and team coordination. 

 There is also quantitative evidence that shows that 
socio-technical congruence affects the success of some 
types of builds positively and other types negatively.  

! The case concerned 151 developers distributed across 
7 development locations during 12 months of 
development [42]. For continuous builds an increase 
in congruence correlated to build success probability. 
However, for integration builds an increase in 
congruence decreased build success. 

Qualitative evidence shows that the software 
architecture affects a programmer’s ability to work in 
isolation and enables collaboration. 

! A multi-case study concerned a case of up to seven 
developers during 27 months of development and a 
case of six to 14 developers during 21 months of 
development [37]. The project with unmanaged 
coupling had experienced less programmer 
productivity than the project with partial coupling. 
The study concluded that unmanaged coupling affects 



a programmer’s ability to work in isolation, hence the 
velocity of the programmer. 

! A multi-case study concerned a case of 34 staff 
members divided into two groups, the developers and 
the verification and validation staff, and a case of 57 
staff divided into five groups, each developing a 
different part of the solution [39]. Developers 
displayed their knowledge about the software 
architecture when they followed code dependencies to 
identify the teams to coordinate their work with. 

Qualitative evidence was inconclusive regarding how 
socio-technical congruence affected software integration. 

! A multi-case study concerned ABB Robotics, Ericsson 
System Management, Ericsson Core Network 
Development, TietoEnator Telecom and Media, Volvo 
Construction Equipment, Volvo Car Corporation, and 
Bombardier Transportation [41]. A majority of the 
interviewees stated that their company’s organization 
often mirrored the system architecture and vice versa. 
Such socio-technical congruence was important to 
ease software integration and validation and to define 
interfaces between organizational units. 

! A case study concerned 57 developers divided into 
five teams, each developing a part of the solution. 
APIs were used as contracts between organizations, 
hence reified the organizational structures that defined 
the team boundaries [38]. The software development 
project relied on APIs both for technical design and 
social coordination. APIs established a common 
language, but led to information overload, instability, 
integration problems, and lack of awareness. 

As described above, evidence has been reported for and 
against the validity of socio-technical congruence. In 
addition, there are several studies mentioning, assuming, 
discussing, and exploring Conway’s law. But, the papers 
analyzed investigate only if congruence exists and for 
example how strong the congruence is, e.g. [12]. But, we 
argue that socio-technical congruence evolves over time 
with respect to social or technical changes. This has 
implications for companies and needs to be investigated 
further. Therefore, we propose the “rubber band effect”, 
which is introduced and discussed together with its 
implications below. 

 

IV. IMPLICATIONS AND IDEA 

A. Implications for Globalizing Software Companies 
Assuming validity of socio-technical congruence 

implies that changing organizational structure only or 
changing software architecture only is problematic (if not 
impossible). This has an important implication on software 
companies restructuring the development organization as a 
consequence of sourcing decisions. Multi-national 
companies are nowadays confronted with a variety of 
choices of developing their software products here, there 
or everywhere. Our industry partners are facing the 
following situation. Attempts to decrease development 

cost and to access development resources often lead to 
replacing the current development organization with a new 
one, or distributing the development organization across 
multiple locations. These changes, however, are found to 
impact efficiency and quality of the development [5]. 
Thus, investigating socio-technical congruence in software 
development projects could assist companies in distributed 
development and sourcing decisions. In addition, assuming 
that offshoring is initiated with cost savings in mind, it is 
fair to assume that companies might be unwilling to invest 
into preparations with regards to socio-technical 
congruence. In fact, [3] claims that the principal error in 
offshoring has been associated with an underestimation of 
the importance of preparation. This means that even if 
software development evolves compliant with Conway’s 
law before sourcing, changes in the development 
organization lead to a new organization working on an old 
architecture, which is not necessarily following socio-
technical congruence.  

Also, architectural changes need to be considered. 
Software product development with a long lifecycle tends 
to result in the growing entropy of the products and costly 
maintenance, as well as undergo other radical changes, 
such as merging with other related products. Attempts to 
increase software evolvability often require finding ways 
to change the software architecture. Assuming validity of 
socio-technical congruence implies that changing the 
software architecture will have an impact on the 
organizational structure and it leads to the question how 
this change will look like and how to proactively adapt to 
these changes. In order to investigate this further, we 
propose the “rubber band effect” and a research study as 
described below. 

B. Rubber Band Effect 
Socio-technical congruence is said to be a natural 

consequence of the communication and coordination needs 
of the people developing the software. Such congruence 
affects the organization and activities performed in that 
organization on the one hand and the characteristics of the 
software artifacts on the other hand. In the light of 
software evolution it has been argued that the software 
teams and the system architecture are the two important 
foundations for successful software evolution, which may 
aid or hinder changes during evolution [88]. The changes 
however are inevitable. Changes often involve making 
trade-offs between short-term development success and 
evolvability of the developed software. This means that the 
protection of the congruence is not always proactively 
addressed.  

The problems associated with non-congruence reported 
in the research literature include poor efficiency, poor 
quality, coordination overhead, etc. We therefore 
conjecture that changes in social structures evoke technical 
changes, and vice versa, by this following a “rubber band 
effect”, which helps to restore the socio-technical 
congruence. Thus, we define the rubber band effect as: 
“changes in the social structure of an organization will 



inevitably produce changes in the technical structure of 
the organization, and vice versa, in order to restore the 
socio-technical congruence”. These changes may occur by 
chance or mistake and lead to perhaps serious problems. 
Consequently, there are a couple of questions that need to 
be answered in connection with this idea. Is it, for 
example, possible that a change of either the social or the 
technical structure is so abrupt and strong that the rubber 
band will break? And where would this threshold lay? 
Another important question is how much time is needed 
for either the social or the technical structure to adapt to 
the change in the other structure so that the socio-technical 
congruence is restored again? Consequently, 
understanding the interdependences between the 
organizational and architectural changes could help to 
mitigate the complexities associated with non-congruent 
socio-technical structures and proactively address the 
development needs. It is important to distinguish proactive 
and reactive changes, what are the causes and the effects, 
and help organizations in finding the most efficient ways 
of implementing the changes.  

C. Proposed Research Design 
Retrospective analysis may help in understanding the 

nature of the changes and time estimates for reactive 
changes to take place. The proposed replication of 
Conway’s law-related studies in particular and socio-
technical congruence in general shall target at testing the 
”rubber band effect” by analyzing the co-evolution of a 
complex development organization and a complex 
software solution. In particular, we suggest seeking 
answers to the following research questions: 
! RQ 1.: Does socio-technical congruence exist? 
! RQ 1.1: Is socio-technical congruence an equilibrium 

state (does a “rubber band effect” exist)?  
! RQ 1.2: Are there changes that irreversibly destroy 

socio-technical congruence? 
! RQ 2.: How does socio-technical congruence relate to 

development productivity? 
To be able to answer these questions, we propose a 

partial replication of the study by Cataldo et al. [12], 
which was chosen because of the focus on development 
efficiency in a globally distributed setting by investigating 
the impact of socio-technical congruence on development 
productivity. The social structures used in the study are: 
team membership, geographical location, modification 
request co-commenting, and IRC communication. The 
technical structures are: files edited for a modification 
request and references between files. The social-technical 
traces are: file authorship. Consequently, the socio-
technical congruence is measured by the alignment 
between coordination requirements extracted from 
technical dependencies among tasks, and the actual 
coordination activities performed by the engineers [12]. 
These activities can take different forms, meaning the 
social structure could be measured using different forms. 
Thus, the authors [12] have used four different ways to 
measure the actual coordination activities and based on 
this the authors computed four different socio-technical 

congruence measures (structural congruence, geographical 
congruence, modification request communication 
congruence, and IRC communication congruence). 

We plan to conduct only a partial replication because 
we use similar forms of social and technical structures as 
[12], but not exactly the same. In particular, we do not take 
the communication into account when investigating the 
social structure. Thus, we plan to compute only the 
structural and the geographical congruence. Besides, we 
are focusing on the change of social and technical structure 
and the impact of these changes on development 
productivity (quantitative) and other product development 
values (qualitative), e.g. innovation. The unit of analysis is 
a software project in the software evolution stage, which 
has gone through several organizational and/or 
architectural changes. The investigation focuses on 
qualitative and quantitative analysis of each change in 
conjunction with consequent related changes. Whereas 
[12] focuses on congruence measures from a global 
perspective not related to changes. Consequently, we are 
planning to collect the following data:  
! Social structure: people (attributes: e.g. roles, 

experience...), team membership and geographical 
collocation; 

! Technical structure: files edited for a modification 
request, and references between files;  

! Evolution: activation and resolution of modification 
requests, and timing of changes to technical elements, 
releases; 

! Socio-technical traces: authorship from the source 
code, and commenting of modification requests in task 
management system. 
By conducting the proposed study, we would like to 

identify visible changes in technical and social structures 
during the evolution, such as a transfer of software 
development activities from one team to another, merges 
of several sub-systems or major refactoring within a 
product, and whether these provoke the rubber band effect. 
In particular, if socio-technical congruence exists, then we 
would like to identify whether changes in one of the 
structures at one point of time evoke subsequent changes 
in the other, to help restoring the congruence. The 
restoration of the congruence might require time, and thus 
a longitudinal study for comparison analysis is needed. We 
are also interested in measuring how long such changes 
take. Additionally, we assume that there might be cases, in 
which the socio-technical congruence is irreversibly 
destroyed due to the changes. We are interested to explore 
the reasons for this, if such cases are identified. This 
would ultimately require studying a long-term product 
development with multiple social and technical changes, 
or multiple product development cases.  

Finally, we expect that the proposed study shall enable 
evidence-based recommendations for how to proactively 
deal with organizational and architectural changes and 
help software organizations avoid making mistakes that 
lead to lengthy reactive recoveries. 



V. LIMITATIONS 
The presented literature review and the proposed 

research design have several limitations. First, the 
conducted literature review is not a Systematic Literature 
Review as proposed in [14]. We do not use a review 
protocol and we have not covered all relevant scientific 
databases. Thus, it is likely that we have missed relevant 
papers, especially those not citing Conway’s paper but 
conducting research on socio-technical congruence. 
However, the chosen “snowballing” approach to conduct a 
literature review has proven its effectiveness [89]. Some 
other steps of the systematic literature review method [14] 
have been omitted, e.g. a rigorous inclusion/exclusion 
process, a formal quality assessment process or a 
validation of review steps. In addition, we have not 
reviewed all the papers found by our search. Instead we 
classified them and chose several clusters to look at based 
on the theme. Thus, we, as researchers, might have 
introduced a bias in the outcome of the review. 
Nevertheless, the goal of our review was not to conduct a 
Systematic Literature Review, but to get an overview of 
the existing research on Conway’s law and the empirical 
evidence for or against the validity of Conway’s law and 
by conducting the review we have achieved this goal. In 
addition, our literature review can serve as a starting point 
for a future mapping study or a systematic literature 
review. 

Second, regarding the proposed research design, it is 
possible that we will not get all the data we plan to collect. 
If this happens, we will have to adapt the data collection to 
what is possible to collect. In order to minimize this threat 
we have already started discussing the proposed study in a 
steering group meeting including researchers and 
industrial members.  

 

VI. CONCLUSIONS  
Literature shows that there are significant differences 

in interpreting and applying Conway’s law. Many different 
forms for social and technical structures as well as socio-
technical traces have been suggested. The social structures 
have been described based on how organizations were 
structured, how work was structured (e.g. on a task level), 
how people were “structured” (e.g. collocated, 
collaborated, and communicated), and the co-authorship 
resulting from the development. The technical structures 
have been described based on the identification of 
software items and their relationships captured in different 
terms of e.g. software architecture, code dependencies, 
item properties, co-editing, and modification request 
dependencies. Finally, the socio-technical traces used in 
the reviewed literature to explain how the social structures 
were mapped into the technical structures and vice-versa 
are effects of socio-technical interaction (e.g. awareness 
network), processes and tasks (e.g. responsibility and task 
assignment), and people traces on artifacts (e.g. file 
ownership, authorship and code commits).  

Similarly to the social and technical structures the 
purposes of the application of Conway’s law differ. Thus, 
we have identified several directions based on the 
exploratory purpose of the authors. Namely: understanding 
and managing development organization, coordinating 
development work, including cross-site collaborations, 
improving software engineering, in particular, 
development efficiency, minimizing communication and 
coordination problems and overhead, and managing 
quality. However, the research work citing Conway’s law 
that we analyzed can be summarized under understanding, 
managing, and improving software engineering. 

Most of the papers we analyzed primarily discussed 
Conway’s law. Nevertheless, evidence for or against the 
validity of Conway’s law was reported. In general, more 
evidence was reported to support Conway’s law, than 
against it. It seems that this depends on the way the social 
and the technical structures are interpreted and how the 
structures are mapped by the socio-technical traces. This is 
a very interesting finding and offers direction for future 
research, including, for example, a systematic literature 
review investigating the influence of the social structures, 
the technical structures and the socio-technical traces 
mapping them. 

Overall, the evidence for socio-technical congruence 
encourages the use of software architecture to facilitate 
organizational growth, split or merger. At the same time it 
also encourages the use of organizational structure to 
facilitate software refactoring needed to increase 
evolvability and ability to innovate with the software. The 
proposed concept emphasizes the necessity to combine 
organizational and technical changes. Continuous focus on 
socio-technical congruence can help companies reduce or 
prevent the negative impact of changes that break the 
congruence. The suggested replication study will be based 
on the research design by Cataldo et al. [12], although 
adapted as explained and based on information available at 
the company where the case study will be conducted. 
Investigations of the information available and hence the 
final research design is ongoing work, and hence we 
cannot report exactly how the research design will differ 
from the one by Cataldo et al. [12]. 

The proposed research is intended to increase the 
understanding of whether and how architecture affects the 
organization and vice-versa to improve decision-making in 
situations where the organization or the software 
architecture is changed. The ”rubber band effect” might be 
effective for facilitating or actively blocking change. So 
for example, is it possible to change the team structure to 
facilitate architectural change or to change the architecture 
to facilitate change of the development organization? We 
therefore encourage other researchers to follow our idea 
and collect evidence for or against its existence.  
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