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Abstract—The product line engineering approach is a promising concept to identify and manage reuse in a structured and efficient way and is even applied for the development of safety critical embedded systems. Managing the complexity of variability and addressing functional safety at the same time is challenging and is not yet solved. Variability management is an enabler to both establish traceability and making necessary information visible for safety engineers. We identify a set of requirements for such a method and evaluate existing variability management methods. We apply the most promising method to an industrial case and study its suitability for developing safety critical product family members. This study provides positive feedback on the potential of the model-based method PLUS in supporting the development of functional safety critical embedded systems in product lines. As a result of our analysis we suggest potential improvements for it.
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I. INTRODUCTION

Software has become the key enabler for new functionalities in industrial products due to its vast potential, ease and cost effectiveness for innovations and prototyping. The boundless possibilities with software are also gradually making the application software as well as the final products increasingly complex. There is a high demand to get the products faster to the market in order to be competitive. This leads to strong requirements to achieve a sufficient high level of quality in shorter time while the complexity of the products is increasing. Industry attempts to solve this challenge by reusing already developed parts or artifacts to the maximum extent feasible. This strategy aims for faster time to market and reduced development cost. But reuse itself may not always be beneficial and may not always automatically lead to faster time to market. Product lines and especially software product line engineering concepts are dealing with identifying the artifacts and components and evaluate the potential for reuse.

When developing safety-critical products, standards help to establish confidence in the products developed. Functional safety is a part of the overall product safety and is concerning failures and faults in the products Electrical and Electronic (E&E) system. Functional safety standards like IEC 61508 or the automotive standard ISO 26262 provide a set of requirements and process steps to identify critical functions and classify their criticality. The common approach among all functional safety standards is to identify possible hazards that are caused by malfunctioning of the embedded system and classify the criticality of such a malfunctioning. All standards state requirements on the safety life-cycle, i.e., how the critical function or component should be developed. Throughout the development phases, evidences need to be collected to be able to argue for the safety of the system.

When developing safety critical products in product lines, all product line members need to meet the safety goals if safety critical functions are used in their configurations. Depending on the configuration, different functional safety strategies may be used. Today functional safety practitioners are facing the problem of having limited information on possible variability and configurations, to be able to assess the compliance of a safety standard comprehensively. This leads to an uncertainty when the design has not been analyzed thoroughly. Project delays and higher cost when critical configurations are identified too late have been reported. It is important to find ways to collect the relevant information and visualize the variability of the system from the beginning.

The focus of this study is to identify an appropriate method capable of visualizing the variability for product lines of safety critical embedded systems and to evaluate its applicability. Specifically, we investigate the appropriateness of Product Line UML-based Software Engineering (PLUS) approach presented by Hassan Gomaa [1] in this context.

The main contributions of this paper are the identification of specific requirements for variability management methods for the development of safety critical embedded systems in product lines, an investigation on the applicability of the PLUS method by applying it on a typical industrial example, and suggestions regarding potential improvements to PLUS for addressing safety critical products.

Based on our experience and earlier studies we set up requirements for variability management methods in section II, followed by studying and evaluating existing variability management methods in III. We describe a typical case from the construction equipment domain in section IV. In section V
we apply the PLUS method to the described case and present results from our analysis. We review the identified requirements in VI and conclude the paper in VII.

II. REQUIREMENTS

Product line theory is focused on methods that capture commonalities to achieve cost-efficiency. In this study, we are also interested in capturing the variability aspects and their relation to functional safety work products for assuring the safety requirements. We envision a method that allows both the commonality and the variability analysis to support a safety centric development and analysis of product lines. For such a method to be effective, several requirements are essential such as general methodological requirements (G), reuse-centric requirements (R) and safety-centric requirements (S). Based on previous studies [2][3] and our industrial experience, we have identified the following non-exhaustive list of requirements (against each requirement we also indicate within parenthesis their category):

(R1) Safety analysis techniques - An effective method should be capable to support/integrate multiple safety analysis techniques as prescribed by the domain specific safety standards. (S)

(R2) Variation points and configurations - In order to perform an effective safety analysis a method must correctly identify all variation points and relevant configurations. Multiple configurations and modes will need to be supported. (S, R)

(R3) Life-cycle coverage - Because functional safety regards the complete product life-cycle, i.e. development, production, maintenance and decommissioning, the method should be capable of supporting analysis throughout the life-cycle phases of products to enable a mapping of functional safety requirements. (G, S, R)

(R4) Visualization - The method would enable an effective visualization and support communication and understanding, e.g. to communicate requirements among designers or to development partners more efficiently. (G, S, R)

(R5) Static and dynamic characteristics - The method should support both static and dynamic views of the embedded system including the system boundary description. This information is necessary to trace design decisions, analyze the impact of changes and perform safety analyses considering the systems characteristic from different perspectives. (S)

(R6) Scalability A method must scale and support large product lines and a large set of complex configurations. (G)

(R7) Commonality A method should exhibit the ability to capture and depict commonality for product line members and also for safety related concepts. (S, R)

(R8) Evolution Possibility to capture and trace new or changed existing variation points and variations introduced during evolution of the product line. This enables an impact analysis to identify potential violations of the safety concepts. (S)

(R9) Traceability The effects of changes should be traceable to show all affected parts of the systems and possible configurations. (S, R)

III. LITERATURE STUDY

A. Introduction

The software product line engineering (SPLE) concept provides a paradigm for developing products with higher quality, lower cost and faster time to market [4]. With this approach, reusing components and development artifacts is planned and managed, thus enabling companies to perform cost projections and evaluate the reuse of components and development artifacts [5]. One key activity to be performed when developing products using product lines is the commonality and variability analysis, which provides the foundation for reuse [6]. A wide range of variability management techniques has been proposed in the past. Chen et al. [7] provide an overview on variability management methods proposed in literature and explain the challenges the different approaches aim to address. Variability can either be adapted to existing development artifacts and models or can be extracted and visualized in separate models. In the following we provide an overview on typically used variability management methods and discuss the fulfillment of the requirements.

B. Variability Management - feature orientation

Many feature based modeling approaches are focusing on modeling the characteristics of a system to improve communicating variability to customers. Kang et al. [8] propose the Feature-Oriented Domain Analysis (FODA), which aims at detecting the common and variable features and its potential reuse between different products. The authors define the term feature as a user-visible characteristic or quality of a system. The feature tree method aims to "bridge the gap between requirements and technical design decisions" [9]. FODA uses a tree structure to visualize features, its relation and depicts the product features covered by the product line in a hierarchical and straightforward way. Features and their relation are analyzed and documented during concept phase, investigating the potential reuse of the features. The method does not allow deeper analysis as it is proposed, once the common and variable features are identified to a certain level. Information about product related assets, e.g. hardware and context information are not covered and extension have been proposed to cover other development phases [10]. The feature modeling itself is useful for designing a product line, but lacks in covering the complete product life-cycle.

C. Variability Management - extraction to external models

Variability can be managed by adding a variability notation to existing development artifacts and model-based approaches. Some researchers argue that the resulting models are becoming too complex and propose to extract information about variability into a specific model. Prominent examples of external models for variability are the concept of Pohl et al. presented in [11] and the concept COVAMOF presented by Simmern et al. in [12]. In COVAMOF the product family artifacts are separated from the introduced “variation point view” and the “dependency view”. The importance of this method is
that development levels from concept phase until implementa-
tion are supported, which enables a uniform representation of variability in some phases of the development process. Furthermore dependencies and their tracing through different abstraction levels and even interactions between dependencies are represented.

D. Variability Management - life-cycle coverage

In comparison to FODA, model-based approaches based on UML like PLUS [1] and the SysML-adaption presented in [13] for product line development are proposed aiming to cover the benefits from the feature tree concept and providing methods to derive a product line at the same time. In the PLUS method Gomaa is proposing techniques to design software product lines by using standard UML diagrams that are extended by new stereotypes for kernel, alternative and optional elements and relations. A range of UML models for different development phases covering requirements identification, domain analysis and design are part of the approach. Supporting the product life-cycle is important since variability is managed in an uniform way, which enables considering functional safety for the product line at the same time.

E. Pros and cons of different approaches

Many variability management approaches focus on representing variability on a high abstraction level to communicate the variability to customers. These feature-modeling approaches are lacking concepts for tracing variability through the complete development process. The requirements defined in section II help us to identify potential variability management methods by reviewing the concepts and their requirements fulfillment (Fig. 1). To our knowledge none of the investigated techniques is considering safety analysis techniques and supporting safety analysis techniques needs to be shown first (R1).

1) Feature oriented variability management: The main focus of the feature oriented variability management methods is to communicate variability to the customers. Therefore the methods do not aim to cover the whole life-cycle and not all required safety analysis techniques can be related (R1) and functional safety requirements cannot be mapped. Because of just covering the concept phase of the development process, only changes on feature level can be traced (R9). Different systems characteristics are not being able to depict (R5).

2) External models for variability management: In this category fall variability management methods which extract information about variability and manage the information separated from the other development artifacts. Tools and methods are required to keep the links between development artifacts and variability model consistent in order to be able to trace changes (R9). Communicating the variability effectively seems challenging (R4), when variability is separated from the development artifacts. Different characteristics of the system are not considered, if not explicitly managed in other development artifacts (R5). Methods like COVAMOF explicitly visualize variability. How well commonality is depicted needs to be further investigated (R7). Even the covering of the product life-cycle, as required in (R3), needs to be shown.

3) Life-cycle based variability management: The variability management methods we group here, cover parts of the development process and aim for example to identify a product line architecture. Variability is not extracted and instead the information on variability is added to development artifacts. The concepts analyzed promise to fulfill most of the requirements we set up. Mapping the safety analysis methods (R1) and how a complete product life-cycle is covered (R3) needs to be shown. Generally the variability management methods that apply a model-based approach seem to be capable manage commonality and variability even for safety critical product line members.

F. Other relevant approaches

Generally variability management concepts like FODA and PLUS are not covering concepts or approaches to support the development of safety critical systems. Nonetheless extensions to safety analysis techniques like fault tree analysis (FTA) and failure mode and effects analysis (FMEA) have been proposed in literature [14] to be applicable for product lines. The PL-FTA presented in [15] is adding information about commonality and variability to the leaf nodes in the fault tree, enabling product specific tree pruning during application development depending on the product configurations. The proposed techniques require already complete information about identified commonality and variability, which are not always available in the industrial cases. Before considering applying product line safety analysis techniques such as PL-FTA, visualizing the variability of the product line is necessary.

Out of available variability management methods, we choose PLUS for this study. The rationale is that the PLUS method is fulfilling many of the requirements and is therefore most promising in terms of applicability and adaptability in an industrial context. In the following we describe a typical case from industry and apply the model-based concept PLUS to it in order to gain insight information and reveal further requirements and necessary extension to be applicable for the development of safety critical products in product lines.

IV. CASE DESCRIPTION

In this section we describe an illustrative example from the construction equipment domain and the potential config-
A. Variant 1 - Left-right steering

The forward and backward movement of the machine is realized through selecting the driving direction and by using the gas-pedal for acceleration, while a lever can be used for left-right steering. During operation or when driving on public roads a wrong calculated or unintended steering may lead to serious accidents. Transported goods might fall onto other workers or other traffic might be hit when traveling on public roads.

B. Variant 2 - Joystick Steering

The joystick steering is a more complex system that applies on top of the above-described left-right steering function also the forward-backward driving. Interfaces to the automatic gearbox and the engine are necessary, where the first is receiving inputs to select forward or backward gears and the latter is receiving inputs on the targeted speed. Potential failures might result in hazards like unintended acceleration and unintended change in the direction of motion (forward to backward). Higher safety goals involving more parts of the embedded system need to be reached.

Both variants are implemented using safety concepts that utilize different parts of the distributed embedded system e.g. using an independent on-line monitoring on a different ECU.

C. Product line scenarios and impact on functional safety

Both variants seem to be easy to develop, manage and configure. But in an industrial context those variants might be implemented in different ways requiring different functional safety concepts. In the following we list typical scenarios for product lines of construction equipment machinery and their impact on the implemented functional safety concepts.

Scenario 1: Market differences A machine type might be sold in different configurations on different markets. Functional safety concepts valid in one country might not be applicable in others.

Scenario 2: Differences between product line members

Even though features might look similar, the architecture of the embedded systems can differ. Larger machines utilize more ECUs in comparison to smaller machines of the same product line. This results in different functional safety concepts that need to be applied.

Scenario 3: Product application

Different usage scenarios of product line members will result in different types of hazards. While smaller machines may be used in public areas are larger machines are often used off-road. Different usage scenarios and hazards require different functional safety concepts to meet the derived safety goals.

Scenario 4: Evolution

The next generation of the product line may require to remove the mechanical steering wheel for the joystick variant. For those products rebooting the ECU is no safe state and instead the joystick steering needs to be implemented as a fail-safe system.

Scenario 5: Reuse across product lines

Features that are successfully implemented in one product line may be applied in a different product line as well. Simply using a copy-paste strategy may lead to unexplored safety goal violations in the new product line.

We want to explore the variability and identify violated safety goals already in early stages. In the following we apply the PLUS method in the steer-by-wire case.

V. APPLICATION OF PLUS

Gomaa [1] proposes the Product Line UML-based Software Engineering (PLUS), which is a method extending the standard UML notation for capturing product line specific characteristics in UML diagrams and in [16] the author describes the PLUS process. Requirements for the product line are specified and used as an input for the PLUS process. Gomaa is foreseeing a Product Line Reuse Library, where product line artifacts are stored. Those artifacts are reused and integrated during application engineering phase. Through a feedback loop, changes made in the application, will result in updates of product line development artifacts in the library. The PLUS concept is covering the development phases: requirements identification, domain analysis and modeling the design. In the course of this study we focus on the requirements identification and domain analysis parts.

A. PLUS Requirements Model

The PLUS requirements model is aiming to capture the requirements for the product line by applying use case models and feature models.

(a) Use case model

Concept: The use case model depicts the functional requirements, which are addressed in terms of actors and use cases. To distinguish between common and variable use cases, PLUS introduces use case stereotypes: kernel, optional and alternative. The product line commonality is captured by the kernel use cases, while the variability is captured by the optional and alternative use cases.

Case: We applied the steer-by-wire example for the use case model and extracted the necessary information from existing documentation. The described use cases can be applied for feeding the Preliminary Hazard Analysis (PHA), because typical application scenarios of the final products are specified. Highlighting the critical scenarios in the use case models is not possible in the PLUS concept as it is today. New stereotypes for the use cases will make this possible.

(b) Feature model

Concept: A feature is a requirement or characteristic that is provided by one or more product line members. The PLUS approach extends the UML class diagrams to create a feature tree adding feature groups and static dependencies and relations. The feature model depicts the commonality and variability of the software product line.
system using either of the stereotypes, common, optional or alternative. Features have many-to-many relationship with the use cases. When a feature is mapped to a group of use cases, those use cases have the potential to be reused together. When many features are mapped to a use case, those features relate to the use case variation points.

Case: Applying the proposed feature tree concept to the steer-by-wire case was demanding, since the required information about variability and commonality and even the grouping of features was not easy to derive from existing documentation. The PHA results in identifying safety critical features and according criticality levels (e.g. SIL, ASIL). The safety critical features will lead to specific architecture solutions and therefore this information needs to be captured. Safety critical features might depend on inputs from other features and both static and dynamic dependencies will need to be captured. Especially dynamic dependencies are not defined in PLUS yet.

(c) Feature-Use case dependencies

Concept: In order to be able to trace information from the use case diagrams to the feature tree, a table is proposed to map the different use cases to the features. For each feature described in the feature tree, the according use case including variation point is identified and mapped.

Case: We created the table mapping the use cases for the steer-by-wire system to the identified features. For large product lines, mapping features to use cases will require tool support in order to both establish traceability and to perform consistency checks when changes are made. The safety critical use case are not yet highlighted and therefore tracing to related features is not possible.

B. PLUS Analysis Model

In addition to the requirements model, the PLUS model includes an analysis model, which is covering both static and dynamic views of the system.

(a) Static model

Concept: The static model depicts the product line static structure, describing both internal and external components. Specifying the product line boundary is done through identifying product line external components e.g. external user, external device, external system or external time, and their communication direction.

Case: In our study identifying the boundary of the system has shown to be useful. It is of importance that the interfaces of the embedded system to the environment are up to date and changes in sensors or actuators can be immediately traced to the according software parts in the embedded system. Especially the complexity of large scale product lines makes it more and more difficult to oversee the impact of a change to all potential configurations. This traceability helps performing functional safety assessments and checking the safety arguments.

(b) Dynamic model

Concept: Objects are derived from the static models. The dynamic interaction model addresses the interaction between those objects, which satisfies the product line functional requirements depicted in the use case model. The interaction model has a one-to-one relationship to the use case in the use case model. Furthermore the state transition diagram depicts the finite state machine, being referred to as statechart diagram in UML, which describes the control and sequencing view of a system. The state transition in the statechart is caused by input events, which are identical with the messages in the dynamic interaction diagram.

Case: Especially addressing the dynamic characteristics of the product line has shown to be useful when functional safety standard compliance needs to be achieved for product lines. This information is necessary to trace and assess the timing behavior of the distributed embedded system. The flow of information can be analyzed thoroughly and a clear representation of safety concepts for different variants is necessary. The concept of merging the statecharts of different product family members is beneficial to get an overview, which product variant is using which states. The reachability of safe states can be checked and even be simulated.

We also performed a detailed fault tree analysis to investigate the quality and availability of information provided in the PLUS models, which confirmed the potential of the PLUS method to be applied in developing safety critical products in product lines [17].

VI. DISCUSSIONS

We have modeled the steer-by-wire system according to PLUS procedures. Here we evaluate the outcome by discussing the fulfillment of the requirements R1-R9.

(R1) Safety analysis techniques - Both PHA and FTA are commonly used hazard analysis techniques in an industrial context. The information captured in the diagrams of the PLUS Requirements Model can be used for conducting a PHA. The static and dynamic information specified in the analysis model are useful for conducting a FTA. Generally adding the results of the hazard analyses to the proposed diagrams can be useful for the following developing stages.

(R2) Variation points and configurations - In the models we applied in this study commonality and variability is addressed. Nonetheless we realized in our study that static and dynamic dependencies between features and variation points are necessary to capture in order to derive constraints for deriving for example an architecture that shall support all safety goals.

(R3) Life-cycle coverage In our case we did not explicitly perform any analysis on life-cycle phases like software implementation, verification and maintenance. In order to test applicability for life-cycle purposes, we will need to define realistic scenarios covering more life-cycle phases to evaluate the model. The main goal of the PLUS method is to provide
guidance to derive a product line architecture. Therefore the PLUS model does not cover all product life-cycle phases. Extensions of the PLUS model could help achieving this requirement.

(R4) Visualization - When applying the PLUS method it was challenging to find the right information in available specifications. Information on commonality and variability is managed by the experts and is partly hidden. This makes it difficult to perform a thorough analysis. The PLUS method is useful to communicate and discuss the characteristics of a product line.

(R5) Static and dynamic characteristics - Both static and dynamic characteristics of the product line members can be captured by the PLUS method. Extending the diagrams to manage even variability for functional safety work-products to enable traceability even to those development artifacts is necessary.

(R6) Scalability - As far as we can see from applying PLUS to the case, the model is scaling well. A tool support is needed in order to trace information between the different diagrams and keep the different parts of the model consistent. Especially when more properties are added to the different diagrams aiming to address functional safety and dependencies between features and variation points are also captured, the diagrams become more complex.

(R7) Commonality - The PLUS method aims to manage the commonalities as well. A potential extension would be, to clarify the safety concepts that are commonly applied.

(R8) Evolution - We applied the PLUS method to a simplified case. In order to evaluate how PLUS applies to evolution a product line a more advanced case study is needed.

(R9) Traceability - The specific characteristics specified in the different diagrams is traceable. The traceability is established through tables, where elements of the different diagrams are mapped and traceability is established.

Generally the PLUS method seems to be a good starting point for investigating how functional safety can be achieved in product lines. There is a range of potential extensions we can foresee.

VII. CONCLUSIONS

The main goal of the product line engineering approach is to identify commonality to achieve higher efficiency during development. From the functional safety perspective the variation points among the product variants and their dependencies are of higher interest. Inability to capture sufficient details of the variability (planned, hidden and evolutionary) could potentially result in faulty designs, costly development efforts or even lead to unsafe products. It is important to have an adequate method, which makes it easier to visualize and analyze all possible configurations from a safety perspective.

In this paper, we have presented a non-exhaustiveness list of key requirements for such a method and investigate the use of PLUS, a model-based product line engineering approach in this context. We describe a representative example from industry and provide an analysis how PLUS will need to be extended to be suitable for developing functional safety critical embedded systems in safety critical product lines. We provide pointers towards enhancing PLUS to be more relevant in the analysis of safety critical products.
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