
Facilitating Reuse of Certification Artefacts
Using Safety Contracts

PhD Student: Irfan Sljivo
Main Advisor: Hans Hansson

Co-Advisors: Jan Carlson, Barbara Gallina
PhD Start and Expected Defence Dates: May, 2012 – June, 2017

Mälardalen Real-Time Research Centre, Mälardalen University,
Väster̊as, Sweden

{irfan.sljivo, hans.hansson, jan.carlson, barbara.gallina}@mdh.se

Abstract. Safety-critical systems usually need to be certified according
a domain-specific safety standard. To reduce the cost and time needed to
achieve the safety certification, reuse of certification artefacts together
with the corresponding safety-relevant software components is needed.
The certification artefacts include safety claims/goals and the supporting
evidence that are documented in a safety case. The safety case is required
by some safety standards to show that the system is acceptably safe
to operate in a given context. Assumption/guarantee contracts can be
used to capture the dependencies between a component, including its
certification artefacts, and a particular operating context.
In this paper we present a research proposal on how safety contracts
can be used to facilitate systematic reuse of certification-relevant arte-
facts. More specifically, we explore in which way should such contracts
be specified, how can they be derived, and in which way can they be
utilised for reuse of safety case argument-fragments and the artefacts
those arguments include.

1 Introduction

Safety-critical systems are those that can result in harm or loss of human life,
or damage to the environment. A trend in safety-critical systems is that new
functionalities are added mainly through software, which explains why a mod-
ern car has from 70 to 100 embedded computers on board, with overall software
that scales up to 100 million lines of code1. To ensure that these safety-critical
software-intensive systems achieve sufficient levels of safety, most of such sys-
tems must be certified according to a set of domain-specific safety standards.
The cost of certifying these systems is estimated at 25-75% of the development
costs [16], with the cost of producing the verification artefacts for highly critical
applications reaching up to 1000 USD per code line [7]. In most cases, as a part
of certification an additional time- and money- consuming activity of providing

1 see http://spectrum.ieee.org/green-tech/advanced-cars/this-car-runs-on-code



a safety case is required. A safety case is presented in form of an explained and
well-founded structured argument to clearly communicate that the system is ac-
ceptably safe to operate in a given context [11]. The goal of the safety argument
is to connect safety claims about the system with the supporting evidence.

More and more safety standards are offering support for reuse to reduce the
production costs and time needed to achieve certification. For example, in the
latest versions of both airborne (DO178-C) and automotive (ISO 26262) industry
standards techniques for reuse are explicitly supported through the notions of
Reusable Software Components (RSC) within airborne [1] and Safety Elements
out of Context (SEooC) within automotive industry [10]. Different approaches
can be used to facilitate software reuse by making it more structured and system-
atic. For example, Component-based Development (CBD) is the most commonly
used approach to achieve reuse within aerospace industry [17]. As a part of CBD
approaches for safety-critical systems, contract-based approaches have received
significant attention for some time already [4, 5, 6, 8]. A contract for a component
is defined as an assumption/guarantee pair, where the component offers guar-
antees about its behaviour under the assumptions about its environment. While
such CBD approaches have been successfully used to support reuse of software
components, they lack support for reuse of certification-relevant artefacts such
as safety arguments and the supporting evidence.

Reusing safety-relevant properties, presented as safety claims in the safety
argument, and the supporting evidence is hindered by the fact that safety is a
system property, and that certification is usually performed with respect to the
specific system. To achieve reuse of the safety claims about a component, the de-
pendencies between the claims and the corresponding system-specific properties
should be identified and captured. The captured dependencies should ensure that
the safety claim and the supporting evidence are reused only when they actually
hold. Moreover, since what is safety-relevant in one system does not have to be
safety-relevant in another system, there is need for identifying which claims and
evidence are relevant for the system in which the component is reused. In this
thesis we focus on developing the notion of component safety contracts that cap-
ture safety-relevant properties of components developed and prepared for safety
certification independently of the system in which they will be used. More specif-
ically, we investigate how and in which way should such contracts be specified to
support systematic reuse of certification-relevant artefacts. We assume reuse of
software components without changes to the component. In case of adaptations
of the reused component for a particular context, its safety contracts and the cor-
responding certification-relevant artefacts need to be revisited. Confidence that
all relevant contract assumptions have been identified should be established in
each context in which the component is reused. If needed, contracts should be
enriched with additional assumptions to establish the confidence.

The paper is organised as follows: In Section 2 we present the research
methodology and the identified research goals and questions. We present the
corresponding research contributions achieved to date and the evaluation plans
in Section 3. We present the related work in Section 4.



2 Research Description

2.1 Research Methodology

We start the research by reviewing the state of the art, which leads to identi-
fication of the research problem and definition of a concrete research goal. To
continue the research, the concrete research goal is divided into subgoals that are
further refined into research questions. For each of the questions we study the
literature and propose a solution that we evaluate on a simple example. After
sufficient results have been achieved for each of the defined research questions,
a validity of the overall approach is demonstrated on an industrial case study.

2.2 Problem Statement and Research Questions

As mentioned in Section 1, safety-critical systems industries have a problem
with high production costs and the time needed to achieve safety certification
for the software-intensive systems. One way of addressing this issue is by enabling
reuse of not only software components, but the accompanying certification-
relevant artefacts as well. The overall goal of the thesis is: to facilitate reuse of
certification-relevant artefacts related to the software components being reused.

The certification-relevant artefacts include safety-relevant properties and the
supporting evidence that are presented in a safety argument. Capturing the
safety-relevant properties can be achieved by the safety contracts, as mentioned
in Section 1. Just as the components need to be designed for reuse, so do the
contracts as well. To achieve the overall goal we first need to establish a con-
tract formalism to define how the contracts should be specified such that they
provide support for systematic reuse of the captured safety-relevant properties.
To address this issue we define the first research question: How should the safety
contracts for software components be specified in order to facilitate systematic
reuse of certification-relevant artefacts?

Safety-critical systems are characterised by a wide-range of properties on
which the guaranteed safety behaviour of components depends, hence it is chal-
lenging to derive contracts with a complete set of assumptions on the environ-
ment under which the contract guarantees hold. While many works deal with
contract formalisms and how the contracts should look like, the issue of their
derivation has not been sufficiently addressed. To address this challenge we de-
fine the second research question: How can valid component safety contracts be
derived from the results of different types of failure analyses to support systematic
reuse of certification-relevant artefacts?

The safety-relevant properties specified in the contracts are usually supported
by evidence in form of different safety analyses. As mentioned in Section 1,
the safety-relevant properties captured within contracts are presented as safety
claims within the safety argument together with the supporting evidence. While
the argument presents the safety-relevant information in a comprehensible way,
safety contracts capture the safety-relevant information in a more rigorous man-
ner. The fact that both, the safety argument about a component and the com-
ponent safety contracts, deal with the same information makes the contracts an



important aid in facilitating reuse of the argument-fragments and supporting
evidence. To address these issues we define the third research question: How
can the component safety contracts be used to facilitate systematic reuse of the
argument-fragments and supporting evidence?

3 Research Contributions and Evaluation Plans

In this section we present the research contributions achieved so far, and the
plans for evaluation of the overall approach of our research.

3.1 Research Contributions

Strong and Weak Contract Formalism. This contribution addresses the
first research question. We present our extension of the contract formalism
to include specification of strong and weak contracts and the related reason-
ing [12, 14]. Typically, behaviours of software components can be captured in
assumption/guarantee contracts in such way that the component guarantees its
behaviour if the stated assumptions on its environment are met. Strong con-
tracts capture properties that should hold in all systems of intended use of the
component, while the weak contacts capture system-specific properties.

Derivation of Safety Contracts from Failure Analyses. This contribution
addresses the second research question. We present methods for deriving safety
contracts from failure logic analyses such as Failure Propagation and Transfor-
mation Calculus (FPTC) [15] and Fault Tree Analysis (FTA). Just as hazard
analysis is the basis for safety engineering at the system level, derivation of con-
tracts and identification of related assumptions plays a similar role at component
level. We use well-established failure logic analyses recommended by safety stan-
dards as the basis for contract derivation and assumptions identification.

Contribution 3: A Method for Reuse of Safety Case Argument-fragments
and Supporting Evidence This contribution addresses the third research
question. We present a method to generate reusable argument-fragments from
compositional safety analysis. We first focus on the generation of context-specific
safety case argument-fragments from safety contracts for components developed
out-of-context [13]. To develop a sound argument we define certain aspects that
should be covered in an argument-fragment created using contracts, and provide
set of rules that perform the generation of such argument-fragments for specific
contexts. Next, we provide methods for derivation of safety contracts from fail-
ure analyses and reuse of the generated argument-fragments and the supporting
evidence [15]. Once the initial contracts have been derived for a component de-
veloped out-of-context, the contracts are further supported by evidence such as
failure analyses reports and additional V&V evidence. When the component is
instantiated in a particular system, artefacts relevant for achieving safety goals
of the particular system are identified through satisfied contracts and used in
generation of the context-specific argument-fragment.



3.2 Evaluation Plans

To demonstrate specification of safety contracts, their derivation and usage
for argument-fragment and evidence reuse, an industrial safety-critical subsys-
tem/component is needed. The component should be required to comply with
the corresponding domain-specific safety standard and it should qualify to be de-
veloped outside of the system in which it will be used in form of SEooC or RSC.
An example of such component can be found in product-line scenarios where
a component is developed independently of a specific product and then used
in different product-line products. In our works so far we used two systems for
demonstrating the approaches, Scania’s fuel level estimation system for trucks
and busses [13] and an aircraft wheel-braking system [14, 15]. Besides the small
examples used to demonstrate individual contributions, we plan to use a larger
industrial case study for evaluating the overall approach. Our plans assume co-
operation with Volvo Construction Equipment (VCE). VCE has a broad range
of 150 different construction machines divided into 7 product families. Many of
their vehicles have a lifting arm and a corresponding Lifting Arm Control Unit
(LACU). The goal is to develop the LACU according to ISO 26262 using our
approach to facilitate systematic reuse of certification-relevant artefacts. The
evaluation should uncover the efficiency of our approach in reducing the costs
related to certification of LACU for all the different construction machines in
which LACU is used.

4 Related Work

A range of formal contract-based approaches can be found in recent related
work [4, 5, 6, 8]. Except for partial support through introduction of strong and
weak assumptions [8], these works do not provide support for capturing safety-
relevant information for reuse. Unlike in our work, none of these works actually
focuses on how the contracts should be specified and used for reuse of software
components together with their accompanying certification-relevant artefacts.
Moreover, these works do not address the issue of contract derivation.

There has been many works on automating generation of safety arguments
from different artefacts [2, 3, 9]. While these approaches offer a way to speed
up creation of safety arguments, they do not provide support for components
that are developed out-of-context and have different artefacts that are valid for
different systems. Once such components are instantiated in a particular context,
their corresponding argument should contain only information relevant for that
particular context. We use contracts to identify those information and artefacts
that are relevant for the particular context in which the component is reused.
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