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Abstract—The use of requirements’ information in testing 

is a well-recognized practice in the software development life 

cycle. Literature reveals that existing tests prioritization and 

selection approaches neglected vital factors affecting tests 

priorities, like interdependencies between requirement 

specifications. We believe that models may play a positive role 

in specifying these inter-dependencies and prioritizing tests 

based on these inter-dependencies. However, till date, few 

studies can be found that make use of requirements inter-

dependencies for test case prioritization. This paper uses a 

meta-model to aid modeling requirements, their related tests, 

and inter-dependencies between them. The instance of this 

meta-model is then processed by our modified PageRank 

algorithm to prioritize the requirements. The requirement 

priorities are then propagated to related test cases in the test 

model and test cases are selected based on coverage of extra-

functional properties. We have demonstrated the applicability 

of our proposed approach on a small example case. 

Keywords—test case prioritization, requirements inter-

dependencies, meta-model 

I. INTRODUCTION 

Software testing is a time and budget intensive process. 
Testing large software systems under strict deadline may 
require dropping some of the test cases. Ranking the test 
cases and selecting a subset for execution (test case 
prioritization and selection) plays an important role in such 
cases and in overall software testing process. Testing the 
extra-functional or non-functional properties of the software 
system may also require testing for some of the functional 
requirements since these so-called non-functional properties 
could be realized by implementing some of the functional 
requirements (for instance, implementing an encryption 
function to satisfy security requirements in a system). In 
order to be able to test for these extra-functional properties, it 
is essential to know what requirements to test for. Currently, 
very few ([1][2]) of the test prioritization approaches are 
tackling this problem at the requirement-level and most of 
the approaches do not take the requirement-level inter-
dependencies into account for test case prioritization. A 
study showed that the use of requirement-level information 
for test case selection and prioritization can be beneficial [2].  

A number of requirements prioritization (RP) techniques 
have been proposed so far and were compared with each 
other to find the best fit e.g., [3]. For that, the most popular 
evolutionary algorithm Genetic Algorithm (GA), is 
reportedly being used for prioritizing the requirements (e.g. 
[4]). Moreover, Analytic Hierarchy Process (AHP) is widely 
discussed in the research community for its accuracy in terms 
of RP [5]. Likewise, fuzzy logic-based techniques are also 
reportedly being used for prioritization of requirements and 
even for model-based trade-off analysis [6][7]. Most of the 

existing techniques only focus on prioritizing conflict free 
requirements (for instance in [6]) and in many cases, 
requirements interdependencies are being ignored (for 
instance in [8]). 

Test case prioritization and selection is also growing and 
an open area of research. The end goal of the prioritization 
and selection of test cases is to effectively test the software 
system under budget and time constraints or to identify the 
test case for regression testing. A study showed that manual 
selection of test cases results in selection of more test cases 
with low bugs revealing capabilities compared to automated 
[9]. A number of test case prioritization and selection 
approaches are proposed in the literature e.g., [10][11]. 
Evolutionary algorithms like GA and Particle Swarm 
Optimization (PSO) are also being used for optimization of 
test case prioritization and selection process e.g., [12]. 
Likewise, fuzzy logic-based techniques are investigated for 
test case prioritization and selection [1]. Interested readers 
can refer to the comprehensive systematic literature review 
on test case prioritization and selection techniques [13]. 

In this paper, we address the problem of test prioritization 
and selection at requirement-level. The contributions of this 
paper are (i) a meta-model to aid modeling and visualization 
of requirements and their related tests, (ii) a modified page-
rank algorithm for RP, and iii) an approach for prioritizing 
and selecting test cases for extra-functional properties based 
on requirement-level information. The meta-model is based 
on the existing concepts derived from literature for instance 
stakeholder, requirements and their relationships [14]. Our 
meta-model is capable of modeling requirements along with 
the interdependencies between them and other factors (like 
risk, cost, time to develop and business value) that are 
significant for RP. For RP we have used a modified Page-
Rank algorithm [15]. iii) Last but not the least, we have 
demonstrated the applicability of our proposed approach on a 
small example case. The future work includes the evaluation 
of the proposed approach on cases from our industrial 
partners. The rest of the paper is structured as: Section II 
discusses our proposed model-based RP approach and it also 
discusses how the requirements priorities can be propagated 
to test cases as initial test priorities. Section III demonstrates 
the applicability of our proposed approach, and Section IV  
discusses our future work and concludes the paper. 

II. PROPOSED APPROACH 

In this study, a model-based approach is used for 

requirements and tests prioritization. The approach allows 

modeling of requirements and test related information  and 

their relationships (e.g. depends conflicts, derives, defines, 

refines, realizes and tested by), stakeholder affiliation (e.g. 

primary, secondary), stakeholder’s assigned priority (must 



have, should have etc.), risk (from 1 to 10 presenting the 

risk level of requirements), cost (from 1 to 10), time to 

develop/ expected development time (from 1 to 10 value 

representing the time required for development), and 

business value (from 1 to 10 presenting the value being 

added to the project by the requirement).  Our meta-model 

paves way for requirements-level test prioritization and 

selection. The inter-dependencies modeled in our proposed 

meta-model are later used by our modified Page-Rank 

algorithm for requirements prioritization (later used for test-

case prioritization) along with other factors like risk, cost, 

and business value. Initial priority 

(StakeHolderPriority) is assigned to the requirements 

(optionally by requirements analyst) using MoSCoW 

technique (Must have, Should have, Could have and Would 

have) [16] priorities. The optional StakeHolderPriority 

also contributes to the requirements prioritization in an 

ordinal fashion as per the MoSCoW [16]. For instance, a 

MustHave adds 9.0, ShouldHave adds 6.0, CouldHave 

adds 3.0, and WouldHave (no value literal being assigned) 

adds 1.0 to the priority. The initial (optional) 

StakeHolderPriority adds the stakeholder’s say to the 

final priorities. The mbrpPriority is a property that we 

use to capture automated priority calculation by Page-Rank 

algorithm. A set of test cases required to test each 

requirement can also modeled in our meta-model. It is 

important to note that at this stage only test case IDs are 

required from the test model and the meta-model is 

independent of the testing profile being used. Fig. 1 shows 

our meta-model developed in Ecore1. Note that our meta-
model is still evolving and in future we will be extending it 

to support modeling of the non-functional requirements in 

more comprehensive manner. As of now it facilitates our 

approach for requirements-level test case prioritization and 

selection.

 
Fig. 1 Meta-model for requirements and test case prioritization 

 

Visualization of our meta-model is aided by a Sirius2 

based concrete syntax. At the moment, we have created just 

one representation for our meta-model but since we have 

chosen a viewpoint driven representation approach, 

visualization can be extended for integration of risk 

analysis, work break-down, and even for validation plan. 

Our tool allows drag & drop facility for the creation of 

requirements, addition of stakeholders, and other relevant 

concepts like drawing relationships with the stakeholders 

and in between the requirements and test cases. 

RP and test case prioritization based on requirements-

level information is done by following the below-mentioned 

steps:  

(i) Assigning an initial rank to each requirement (as per 

the equation (1)) that is added to overall priority of each 

requirement. Note that after execution of this step each 

requirement will have the same initial rank: 

 Rank initial = (Total requirements * (Total requirements *0.555)) / 
Total requirements () 

 (ii) Then cost of requirements is calculated using 
equation (2). Cost of a requirement contributes to its priority 
value: 

 Cost contribution = Business Value req / Cost req () 



 The contribution of risk is also essential and is calculated 
automatically by calculating the ratio of risk and business 
value. The contribution of risk in our case is calculated as per 
equation (3) and is also being used for calculation of 
Risk/Reward in different forms in the literature.: 

 RiskContribution req = Business Value req / Risk req () 

 The risk, cost, and MoSCoW contributions are calculated 
(as per the equations) for each requirement and are added to 
the overall priority of each requirement. Note that the cost, 
business value, and risk of each requirement (in the 
equations) are supposed to be modeled by the requirement 
analyst and are optional. If information related to risk, cost 
and business value is not available, it will result in purely 
dependencies-based prioritization (since equation 2 and 3 
will just increment the priority by one). 

        iii) In this step, the algorithm extracts all the 

dependencies among inter-dependent requirements. Each 

inter-requirement edge (incoming) is weighted by dividing 

the current priority of the source requirement (of the link) 

equally among all links except for the conflict links. The 

link’s contribution to the priority is calculated as per 

equation (4). 

 Link Contribution target req. = (Current Priority src. req.  / No. of 
out-going Edges src. req) () 

 The link contribution is added to the overall priority if the 
edge is not representing a conflict. For conflict edges, half of 
the link contribution value is contributed to the priority of the 
target requirement if the priorities of the source and target 
requirements are equal. In case the current priority of the 
source requirement is higher than the target requirement the 
link contribution is subtracted from the priority of the target 
requirement. 

 iv) Information about test cases such as IDs from the test 
model and the coverage they provide to requirements (source 
requirement(s) of the test case represents this) are modeled. 
Each requirement is tested by a set of test cases and this can 
be model using <tested by> link in our instance model 
(see Fig. 2). The priorities are propagated from the source 
requirement to the target test cases, by dividing the priority 
of source requirement equally into the linked test cases. Test 
cases providing coverage to more requirements are likely to 
have higher priority in our case. This step of our approach 
produces an ordered list of test cases based on the 
requirements priorities. 

 v) The last step of our proposed approach is the selection 
of test cases based on several criteria. Currently, the 
approach allows the selection of test cases based on extra-
functional properties (for instance selection of test cases for 
performance, safety etc.). In our small example, we listed the 
results obtained from selection of test cases for security 
requirements. The approach also allows the selection of test 
cases based on coverage provided by the test cases to the 
requirements. 

III. DEMONSTRATION OF APPLICABILITY 

For demonstration, we have considered a small example 

case shown in Fig. 2 (instance of our meta-model). We took 

four inter-linked functional and non-functional requirements 

associated with six test cases. As shown, F1 and F2 are 

realizing S1 (an extra-functional security requirement).  

 
Fig. 2 Example case (Instance Model) 

The S1 is tested when t1 and t2 are executed. The t2 test 
case also provides some coverage to the F3 functional 
requirement. Using the instance model in Fig. 2 (with no risk 
business value and cost at this point and with initial priority 
of MustHave),  we have shown the results of applying first 

three steps of our proposed approach in TABLE I.  

TABLE I Prioritized list from PageRank 

ID 
Requirements Data 

Rank sk Rank 1 Rank 2 Rank 3 Rank final 

S1 9.0 11.22 12.22 13.22 39.66 

F2 9.0 11.22 12.22 13.22 26.44 

F1 9.0 11.22 12.22 13.22 13.22 

F3 9.0 11.22 12.22 13.22 13.22 

 The Ranksk column of TABLE I shows the 
StakeHolderPriority (MustHave, 9 in our example 

case). After execution of equation (1), we ended up adding 
2.22 as initial rank to all the requirements. As for this 
example case we did not modeled the cost, risk and business 
values, our approach increments the priorities by one for 
each equation in step ii. Thus, after execution of equation (2) 
and (3) our approach produces 13.22 as priority for each 
requirement. The step iii of our approach uses PageRank 
algorithm for dependencies-based ranking. Each edge in the 
requirements model is weighted by dividing its source 
requirement’s priority equally in all the sibling edges. For 
our example case, the edge between F1 and S1 is weighted 
as: F1’s priority/number of out-going edges from F1 
(13.22/1 = 13.22). The weight of the edge between F1 and 

S1 results in an increment of 13.22 in S1’s priority. Note that 
as of now S1 has a total priority of 26.44. The edge between 
F2 and S1 results in an increment of 13.22 in the priority of 
S1. For this example, our approach produced 39.66 as final 
priority for S1 (as shown in Rank final column of TABLE I). 
The edge between F3 and F2 also contributes (13.22) to the 

final priority of F2 as explained in this section above. 

 For the step iv) of our approach, the priorities from 
source requirements were propagated to associated test cases 
which produces ordered list of test cases (shown in TABLE II). 
Our approach ranks the test cases by weighting the edges 
between requirements and test cases and finally incrementing 
the test cases’ priorities by the weight of the links. For our 
example, t5 and t6 got their priorities as: F1’s priority / no. 
of related tests of F1 (13.22/2 = 6.61).  The t2, t3, and t4 
gets 4.40 priority contributions from F3. Test cases t2 and 
t3 also get an increment of 19.83 and 26.44 to its priorities 
from S1 and F2 respectively. Test case t1 only gets 19.83 1“EMF.”, Available: https://www.eclipse.org/modeling/emf 

2“Sirius”, Available: https://www.eclipse.org/sirius/overview.html  

https://www.eclipse.org/modeling/emf
https://www.eclipse.org/sirius/overview.html


priority from the S1. The final ranks of test cases are shown 

in Rank column of TABLE II. 

 For the last step of our proposed approach, the extra-
functional property (security) was used as criterion for 
selecting test cases. Note that in our approach a tester can 
select any extra-functional property (available in our meta-
model) to be targeted for test case selection. The ordered list 
of test cases is shown in TABLE II. Test cases IDs ending with 
a “*” represents that these test cases were selected by our 
approach for the selected criterion.  

TABLE II Ordered list of Test Cases 

ID 
Test Cases 

Type of linked requirement(s) Rank 
Linked 

Requirements 

t3* Functional Requirement 30.85 2 

t2* 
Security Requirement & 

Functional Requirement 
24.24 2 

t1 Security Requirement 19.83 1 

t5 Functional Requirement 6.61 1 

t6 Functional Requirement 6.61 1 

t4 Functional 4.40 1 

 

A. Results and Discussion 

TABLE I and TABLE II show the results obtained after 
applying our approach to the small example case. The 
evaluation of our approach is planned two-fold. One side of 
the evaluation is focused on the applicability of our approach 
in RP and other side of the evaluation will be focused on the 
evaluation of the applicability of the test case selection for 
extra-functional properties. We verified the results on 
another 104 requirements’ dataset from local industry of a 
smart home application as a pilot experiment. The list had 
identified dependencies (derives, depends, conflicts and 
refines) among different requirements.  The dataset was 
prioritized by 30 graduate students enrolled in the course of 
Advanced Requirements Engineering in spring 2018 at a 
private sector university. The students already covered the 
topic of requirements prioritization in their lecturing hours 
Each student had an experience of working on at least one 
real-world project. An hour of the training session was 
organized before the experiment was conducted and the 
students were briefed about the dataset and job needed to be 
done. This experiment was a graded activity for the students 
and each submission (prioritized list) was manually 
evaluated by two authors of this paper. The submitted 
prioritized lists from students were evaluated based on the 
known top seven requirements (high-priority) to be in the top 
20 of the prioritized lists submitted by the students. Two 
submissions were not complete and were not included in the 
final set of submissions. Total of 28 submissions were 
considered for this experiment. Average priorities of the 28 
submissions were considered as the baseline for this 
experiment. To test the effectiveness of the modified 
PageRank algorithm in RP, we checked the normality of the 
prioritized lists obtained from modified PageRank. The data 
was not normal and we applied the Wilcoxon signed-rank 
test to compare the list with the base-line. The null 
hypothesis was rejected with the p-value 0.004. The Cohen’s 
D effect size in our case was 0.1. Based on these results we 
can conclude that the modified PageRank algorithm 
effectively prioritized a set of requirements. 

TABLE II shows the ordered list of test cases. After 
selecting the test cases for extra-functional security property, 
only t2 and t3 were selected. Currently, we were unable to 
validate the test case prioritization and selection results of 
our proposed approach on real-world case study (we plan to 
do this in future).   

IV. CONCLUSION AND FUTURE WORK 

In this paper, we introduced an approach for test case 
prioritization based on requirements inter-dependencies. We 
reported i) a meta-model for modeling requirements and their 
related tests, ii) a modified Page-Rank algorithm for 
requirements prioritization and used dependencies-based 
priorities in test case prioritization and selection, and iii) the 
applicability of our proposed approach on a small example 
case. Our modeling tool helps to visualize requirements 
model, keeping in view the interdependency factor in-
between the interdependent requirements and test cases. We 
used a modified PageRank algorithm for prioritization of 
extra-functional properties based on their relationships with 
other requirements. We then propagated the requirements 
priorities into test cases and selected test cases for testing 
extra-functional properties of the system. We evaluated our 
modified Page-Rank algorithm on a dataset of 104 
requirements. For comparison, we also got the same list of 
requirements prioritized by 28 graduate students, called base-
line.  

Close at hand, we aim to validate the applicability of our 
proposed approach on a real-world case study. As another 
future work, we will also investigate the generality of our 
proposed approach for both functional and extra-functional 
properties (especially when the selection of test cases from a 
huge list is to be done for more than one extra-functional 
property). We are also planning to empirically evaluate our 
proposed approach in comparison with state-of-the-art in RP 
and test case prioritization and selection approaches. We are 
also planning to tailor our proposed approach to support test 
case prioritization and selection of variant intensive software 
systems. 
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