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Abstract

The need for efficient interference detection frequently arises in computer
graphics, robotics, virtual prototyping, surgery simulation, computer
games, and visualization. To prevent bodies passing directly through
each other, the simulation system must be able to track touching or
intersecting geometric primitives. In interactive simulations, in which
millions of geometric primitives may be involved, highly efficient colli-
sion detection algorithms are necessary. For these reasons, new adaptive
collision detection algorithms for rigid and different types of deformable
polygon meshes are proposed in this thesis. The solutions are based on
adaptive bounding volume hierarchies.

For deformable body simulation, different refit and reconstruction
schemes to efficiently update the hierarchies as the models deform are
presented. These methods permit the models to change their entire
shape at every time step of the simulation. The types of deformable
models considered are (i) polygon meshes that are deformed by arbitrary
vertex repositioning, but with the mesh topology preserved, (ii) models
deformed by linear morphing of a fixed number of reference meshes, and
(iii) models undergoing completely unstructured relative motion among
the geometric primitives. For rigid body simulation, a novel type of
bounding volume, the slab cut ball, is introduced, which improves the
culling efficiency of the data structure significantly at a low storage cost.
Furthermore, a solution for even tighter fitting heterogeneous hierarchies
is outlined, including novel intersection tests between spheres and boxes
as well as ellipsoids and boxes. The results from the practical experi-
ments indicate that significant speedups can be achieved by using these
new methods for collision queries as well as for ray shooting in complex
deforming scenes.
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This is a collection-of-paper thesis, which means that the main results
have already been presented in published papers. Therefore, the thesis
is divided into two parts. It starts with a so-called “coat” in Part I
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Now at the conclusion of this work, I would like to thank my ad-
visor, computer graphics expert, and paper co-author Professor Tomas
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Chapter 1

Introduction

This thesis is mainly concerned with how geometric collision queries can
be realized efficiently in real-time computer graphics and visualization
applications. The main goal of this work is to present novel practical
data structures and algorithms applicable under varying conditions in
interactive simulations. More precisely, adaptive bounding volume hier-
archies are presented, together with geometrical algorithms which accel-
erate important operations such as collision detection (CD) for complex
and dynamic scenes. The research has led to seven papers, which are
presented in Chapter 4, and they are also included in their whole in
Chapters 6–12.

To start with, however, a short introduction is given to computer
graphics in general and to interactive visual simulation. Next, spatial
data structures are introduced in brevity. Then the collision detection
problem is presented, which is the main problem addressed in this work.
Finally, an outline of the rest of the thesis concludes this chapter.

1.1 Computer Graphics

In 1960, designer William Fetter of Boeing Aircraft Company devised
the term “computer graphics” to describe the design methods they de-
veloped to produce ergonomic descriptions for aircraft design. Much has
happened since this early start of computer generated images. Nowa-
days, computer graphics is an indispensable tool in a broad range of
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4 Chapter 1. Introduction

application areas such as printing, design and manufacturing, interac-
tive simulations, scientific visualization, education, and entertainment.
The perhaps most widely known application areas for computer graphics
are in TV, moving picture production, and computer games, in which
images generated by computer graphics play a critical role.

Computer graphics have also grown to become an important aca-
demic discipline. The Computing Curricula 2001 [1] gives the following
definition of the computer graphics field:

Computer graphics is the art and science of communicating
information using images that are generated and presented
through computation. This requires (a) the design and con-
struction of models that represent information in ways that
support the creation and viewing of images, (b) the design of
devices and techniques through which the person may inter-
act with the model or the view, (c) the creation of techniques
for rendering the model, and (d) the design of ways the im-
ages may be preserved. The goal of computer graphics is to
engage the person’s visual centers alongside other cognitive
centers in understanding.

As can be seen from this definition, communication through com-
puter graphics imagery heavily relies on model and image representa-
tion, generation, and interaction. Accordingly, the main research areas
in computer graphics are called modelling, rendering, and animation.
Briefly, modelling deals with the problem of how to represent objects
and build these representations, rendering is about generating synthetic
images from model and scene descriptions, often with the goal of produc-
ing photo-realistic images, and animation is about specifying and con-
trolling how objects move, change their shape, and interact with each
other. Today’s interactive computer graphics applications rely heavily
on the complementary research from all these areas.

1.2 Interactive Visual Simulation

When an animation is driven and produced in real time by simulation,
user interaction, and rendering, we can experience a virtual reality, or
an interactive visual simulation. Many important applications can be
created based on this type of simulation systems. For example, in flight
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simulation, virtual worlds are created to mimic the real world, so that
novice pilots can be trained for future flight operations under safe con-
ditions. Virtual surgery makes it possible for surgeons to practise ad-
vanced operations under realistic, but safe, circumstances. Architectural
walk-through applications help architects to design buildings, and make
it possible for potential customers to experience buildings before they
have been built. In interactive storytelling, fantasy worlds can be ex-
plored and experienced through computer graphics imagery.

How the simulation is driven forward is, in general, application-
specific. For example, it can be done by applying physical laws of motion,
or by applying some kind of procedural simulation rules. In interactive
graphics systems, the user is allowed to control and dynamically change
the state of the simulated scene, for example by using different kinds of
input devices, such as mice, data gloves, and force feedback devices.

To make such applications possible, real-time rendering and simula-
tion systems are required [2]. In this context, the term real-time often
means that images of the scene can be generated or rendered at 30–90
frames per second. Nowadays, when scenes may be composed of millions
of geometric primitives and that high definition image resolutions are
mandatory, it is easy to see why these systems must be powerful. Most
often the simulated scenarios tend to become too complex if realistic
models are to be used. As an example, imagine a visual traffic simula-
tion application using a scene that includes detailed geometric models of
all the buildings, vehicles, and pedestrians in a big city. Clearly, sophisti-
cated techniques would be needed to simplify the simulation sufficiently
to make it computationally possible, while ensuring that by running the
simulations we get valuable feedback and results. To make complex sim-
ulation scenarios possible, efficient data structures, algorithms and other
speed-up techniques are required.

1.3 Spatial Data Structures

Since algorithmic improvements can lead to asymptotically faster execu-
tion times, they are essential when dealing with large complex scenes. A
fundamental technique to accelerate applications in computer graphics,
and in other fields as well, such as computational geometry, geometrical
information systems (GIS), and robotics, is to use spatial data struc-
tures [3]. This type of data structure is used to represent scenes and



6 Chapter 1. Introduction

geometric data in an n-dimensional space. The data structures serve as
a database that supports efficient search algorithms to answer different
types of queries. For example, in rendering and animation, visibility and
collision queries are common to answer questions such as: Which mod-
els, or parts of the models, are inside the observer’s field of view? Given
a directed ray or a line segment, which geometric primitive is hit first?
Is there any intersection between two given geometric models, and if so,
which parts of the models are in contact? Given n moving models, at
which moment in time will the first collision occur?

Many spatial data structures are based on subdividing the space effi-
ciently into hierarchical levels of non-overlapping convex regions or sub-
volumes. Examples of such space subdividing data structures are BSP
trees [4, 5, 6, 7], kd-trees [8, 9], quadtrees [10, 11, 12, 13], octrees [14],
and multi-level grids [15, 16]. The BSP tree and the kd-tree data struc-
tures are quite similar. At each level, both of them divide the space into
two half-spaces using a single split plane. One of the main differences
between them is that in a kd-tree the splitting planes are always perpen-
dicular to one of the principal axes of the coordinate system, whereas in
a BSP tree, the splitting planes can be arbitrarily positioned. Therefore,
the kd-tree can be seen as a special case of the BSP tree.

When it comes to the quadtree and octree, on the other hand, each
region is divided recursively into equally sized sub-regions using two and
three split planes, respectively. This means that a split gives rise to four
new sub-regions in the quadtree case, and eight new sub-regions in the
octree case. In contrast to BSP trees and kd-trees, which are often used
for subdividing spaces with any number of dimensions, the quadtree is
often used to subdivide in 2D and the octree is often used to subdivide
in 3D.

Multi-level grids, or nested grids, have been presented as a more
efficient alternative compared to quadtrees and octrees for some appli-
cations, mainly ray tracing. Usually, the top-level grid is a box with
O(n) equally sized cells representing the relative locations of n geometric
primitives. Each cell contains a reference to the m geometric primitives
located wholly or partly inside it. Furthermore, a cell can potentially
hold a reference to a sub-grid for refined representation when m is too
large. The nestling of grids is then repeated recursively as needed. Nor-
mally, however, the number of levels used is quite small [16]. In some
cases, using only a single level may be the best choice, and the data
structure is then often called a uniform grid [17, 18, 19, 20].
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Another type of spatial data structure, the bounding volume hierar-
chy (BVH), focuses on representing the space surrounding geometrical
objects efficiently, rather than on tiling the space itself efficiently. This
data structure encloses the geometrical object it covers at several in-
creasingly more detailed levels. For more information on the bounding
volume hierarchy, see Chapter 2.

Most of these mentioned data structures are hierarchical, which pro-
vides the means for logarithmic query times in many cases. Since the
construction of the selected data structure is usually quite expensive it is
preferably done as a precomputation or during application initialization.
Necessary changes during run-time are then often made incrementally
to amortize the update cost, and thereby avoiding severe performance
bottlenecks that otherwise may occur.

1.4 Problem Description

As discussed above, specialized data structures and algorithms are needed
to be able to handle efficiently the complexity of interactive visual simu-
lations. An always recurring problem in such dynamic simulations is col-
lision detection, which is essential to avoid objects from passing straight
through each other in the virtual environment. Since collision detection
is computationally very challenging and often reported to be a major
bottleneck in physical simulations, this is the problem in focus in this
dissertation.

Given a scene with n moving objects or bodies, the number of unique
body pairs that can be selected is

Nb =
(

n

2

)
=

n(n− 1)
2

. (1.1)

Thus, a naive collision detector can check the current collision status in
a scene by considering all these body pairs. Such a method suffers from
the all-pair weakness, and it is far too slow for most interactive visual
simulations. Even if initially only a fast constant time operation, such
as a sphere-sphere overlap test, is executed per body pair just to find
out that there is not a single collision, this would still take O(n2) time.
Therefore, the goal of any collision detection algorithm is to first reduce
the number of object pairs that must be considered using an efficient
heuristic. Such an initial phase is often referred to as the broad phase of
the collision detection process [21, 22].
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Figure 1.1: Two meshes with 5,120 triangles per mesh shown wireframe
(top left) and Gouraud shaded (top right). Penetrating triangle pairs
are shown in red. There are 168 intersecting triangle pairs. Naive test-
ing results in 26,214,400 triangle-triangle overlap tests. At the bottom
image, two models with 81,920 triangles per mesh are shown. In this
case, there are 13,768 intersecting primitive pairs. Naive testing results
in 6,710,886,400 triangle-triangle intersection tests. In this case, execut-
ing all these overlap tests sequentially took approximately 17 minutes
on a laptop computer with an Intel CPU T2600 2.16 GHz.
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Similarly, a slightly different variant of the all-pair weakness must
be avoided when more detailed collision testing is necessary between
the remaining body pairs, after the initial pruning in the broad phase.
Suppose that two bodies in such a body pair are composed of mi and mj

geometric primitives, respectively. Checking each geometric primitive
of the first body against every primitive of the other body results in
mi × mj intersection tests, which again is far too slow for all but the
simplest bodies, as illustrated in Figure 1.1. Therefore, once again the
goal must be to reduce the number of primitive pairs tested by using
appropriate data structures and algorithms. This part of the collision
detection process, where detailed tests are made between all pairs of
objects that were not pruned by the broad phase, is often called the
narrow phase of the collision detection process [21]. In total for n models,
using a naive CD method in both the broad and narrow phase, would
lead to a time complexity of O(n2m2), assuming that each model has m
geometric primitives.

Besides the number of rigid bodies in motion and the geometric prim-
itive count in the scene, there are other aspects influencing the complex-
ity of the problem. For example, certain types of complex contact sce-
narios arising in virtual assembly applications can trigger a worst-case
behaviour of otherwise efficient hierarchical CD approaches with severe
performance implications. In such cases, a tight-fitting hierarchical data
structure, adaptive to the curvature of models, is needed to avoid severe
and unnecessary performance bottlenecks [23]. Also, a potential cause of
inaccuracies, often referred to as the tunnelling problem, is the employed
time-stepping mechanism. Clearly, in a pure discrete time-stepping sim-
ulation, there is a chance that the moving bodies pass straight through
each other between any two time steps ti and ti+1. In some applica-
tions, a strategy to avoid inaccurate motion of the bodies is needed,
such as back-tracking in simulation time, event-based time-stepping, or
four dimensional swept-volume intersection testing [24, 25, 26].

An area closely related to collision detection is proximity detection,
which is a more general problem which for example is relevant in appli-
cations focusing primarily on collision avoidance [27, 28, 29]. Given a
minimum allowed distance δ, a proximity query is performed to detect
any two objects located too closely to each other. Collision detection can
be considered a special case of proximity detection with δ = 0. By using
appropriately thickened versions of the involved objects in the BVHs,
however, a CD query can be turned into a proximity query [30].
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The simulation of soft or elastic bodies constitutes another type of
challenge. Imagine a scene inhabited by complex deforming meshes,
modelled by hundreds of thousands of geometric primitives. Obviously,
acceleration data structures are needed to handle the geometric com-
plexity, but since the bodies undergo deformations, the data structures
must be rebuilt or updated in proper ways to remain useful. Therefore,
adaptive hierarchical data structures and algorithms are needed also in
this more dynamic case.

There are many types of interactive simulation systems that include
dynamically deforming scenes, for example, in physical simulation, com-
putational surgery, molecular modelling, animation, cloth simulation,
and computer games. Deformable models whose contact behaviours need
to be simulated include articulated characters with clothing, soft tissues
and organs, biological structures, molecules, and other soft or elastic
materials.

Finally, collision or intersection queries are not only important for
the detection and resolution of the collisions of moving bodies in graph-
ics simulations. In ray tracing, a huge number of ray-scene intersections
must be determined as part of the rendering process. Therefore, ray
tracing may be regarded as another type of collision detection prob-
lem, and similar types of data structures and algorithms are needed.
In particular, interactive ray tracing of complex dynamic scenes is very
challenging and requires highly efficient data structures and aggressive
code optimizations.

1.5 Outline of Thesis

The rest of this thesis is organized as follows. Chapter 2 gives an in-
troduction to bounding volume hierarchies and their usage, since this
is the main data structure utilized in the proposed solutions. Then, in
Chapter 3, collision queries are discussed, which is the main algorithmic
problem studied in this thesis. In Chapter 4, the proposed algorithms
for hierarchical collision detection of rigid and deforming meshes are de-
scribed, which includes short summaries of the papers this thesis is based
on and brief descriptions of the main contributions of each. For a more
detailed treatment, please consult the original papers, referred to as pa-
pers A–G (see Table 4.1). These papers are also reprinted in Chapters
6–12 in this thesis as a convenience for the reader. Finally, Chapter 5
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presents the conclusions as well as some interesting directions for future
work.





Chapter 2

Bounding Volume
Hierarchies

A bounding volume hierarchy, or a bounding volume tree, is an acceler-
ation data structure for speeding up various types of geometric queries.
The BVH provides a complete coverage (enclosure) of a set of geomet-
ric primitives at several levels-of-detail (LODs). By using a BVH, it is
often possible to reduce the running time of a geometric query from,
e.g., O(n) to O(log n). BVHs have found extensive usage to speed up
collision detection, motion planning, view-frustum culling, picking, ray
tracing, and other spatial operations. As an example of a BVH, consider
the visualization of some of the levels in a BVH of spheres on a teapot
model given in Figure 2.1.

2.1 Definition

Bounding volume hierarchies have much in common with classical tree
data structures such as binary search trees [31], interval trees [13], and
in particular R-trees and their variants [32, 33, 34]. A bounding volume
hierarchy is a tree data structure on a geometric model M that stores
all the geometric primitives of M in the leaf nodes. Each node in the
tree stores a volume that encloses all the primitives located below it,
i.e., in its subtree. In this way, the root node stores a bounding volume
(BV) enclosing all the primitives or the entire model. And the children

13



14 Chapter 2. Bounding Volume Hierarchies

Figure 2.1: A visualization of a BVH of spheres on a teapot model. The
top three rows show the levels 1, 3, 4, 5, 7, and 9. The bottom row shows
the spheres in the leaf nodes (left) and the actual teapot mesh (right),
which has 6,400 triangles.
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nodes, store BVs enclosing various subsets of the primitives or parts of
the model in a wrapped hierarchical fashion.

A BVH has degree k when each internal node, or non-leaf node, has
exactly k children. Common values of k are 2, 3, 4, and 8, giving rise to
binary, tertiary, quaternary, and octonary trees, respectively. However,
if the number of children nodes located directly under a parent varies
throughout the tree, it also makes sense to talk about the degree ki

of single nodes in the tree. In this case, the node with the maximum
number of children in the tree determines the degree of the whole tree,
i.e., k = max ki.

The levels of the trees are numbered starting with the root at level
zero. Consequently, the height of a BVH on a model with n primitives
is at least

h = �logk n�. (2.1)

To see why, consider a complete binary tree data structure, i.e., a tree
where all leaves are located at the same height, with n nodes (both
internal and leaf nodes), m leaves, and height h. Then the number of
nodes n can be written out as a sum of the nodes in all the tree levels,
which gives

n = 20 + 21 + 22 + . . . + 2h = 2h+1 − 1 = 2m− 1. (2.2)

From this formulation, it is clear that the number of levels below the
root node, i.e., the height of the tree h, is exactly

h = log2 m = �log2 n� = log2(n + 1)− 1. (2.3)

In general, a complete tree with degree k = ki has

n = k0 + k1 + k2 + . . . + kh =
kh+1 − 1

k − 1
=

km− 1
k − 1

(2.4)

nodes. Thus, the height of such trees is

h = logk m = �logk n�. (2.5)

The logarithmic height property of complete trees discussed above
also holds true for all balanced trees, since in this case, the greatest
allowed difference in depth of two leaf nodes is one. For arbitrary tree
structures, however, which possibly contain one or a few long chains of
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nodes, the height may degenerate to linear in the number of nodes n.
To avoid this, most construction algorithms aim at building balanced,
or reasonably balanced hierarchies (see Section 2.3).

The memory requirement of a BVH is linearly proportional to the
number of leaf nodes. Given a complete tree data structure on a model
with m geometric primitives, i.e. m leaves, and k = ki, the total number
of internal nodes, l, in the tree is given by

l =
m− 1
k − 1

. (2.6)

A simple way to decrease the memory requirements of the tree data
structure is to raise the degree of the tree. Suppose a complete binary
tree is given with 2m − 1 nodes. By switching to a tree with a larger
degree k > 2, and assuming that the tree remains complete, or almost
complete, also after the switch, the reduction factor of the total number
of nodes in the tree is well captured by the equation

η(k) = lim
m→∞

2m− 1
m + (m− 1)/(k − 1)

= 2− 2
k

. (2.7)

For example, going from degree 2 to degree 8 reduces the number of
internal nodes in the resulting tree by a factor of seven, and the total
number of nodes by approximately η(8) = 1.75.

Another prominent property of BVHs are their ability to approxi-
mate objects, rather than space, in an efficient way. This is in contrast
to spatial space partitioning data structures, such as octrees, kd-trees,
and grids, where the opposite is generally true. For example, this means
that the child volumes in a BVH are allowed to intersect, and thereby
partly covering the same space, see Figure 2.1. This makes it possible to
insert each geometric primitive into a single leaf node in the tree, which
effectively avoids the reporting of duplicate hits in search queries. This
also leads to another advantage of the BVH data structure: the mem-
ory requirement of a BVH is always linear in the number of geometric
primitives, as opposed to spatial space partition data structures, such
as kd-trees and octrees, which sometimes requires super-linear storage
space.
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Shape Fit Test speed Memory cost Rot.Inv.
AABB poor good 6 no
26-DOP fair fair 26 no
Sphere poor good 4 yes
OBB good poor 15 yes
Ellipsoid good poor 15 yes
SCB fair fair 9 yes

Table 2.1: A rough comparison of the properties of different types of
BVs. Note that no BV is best in all cases. The first two properties,
tightness of fit and speed of the BV-BV overlap test, are given using a
relative 3-degree scale (poor, fair, good). The memory requirements are
given as the number of scalar values commonly used to represent the
shape. The last column shows the rotational invariance of the shapes.

2.2 Choice of Bounding Shape

To realize a BVH we have to choose what shape (or shapes) to employ
as bounding volumes in the nodes of the tree. Which shape to choose
turns out to be a very important design choice. Two key factors to
consider are the tightness of fit of the volume and how fast the required
geometric tests are [35]. Figure 2.2 gives an example of two different
types of bounding volumes, the sphere and the slab cut ball (SCB),
which is a sphere cut by two parallel planes. In practice, a handful of
simple convex volumes appear to be the most popular, for example the
sphere [36, 37, 38, 39, 40, 41], axis-aligned bounding box (AABB) [42,
43, 44, 45, 46], oriented bounding box (OBB) [47, 32, 48], and discrete-
orientation polytope (k-DOP) [49, 50, 51].

For all these bounding volumes types, there are simple and efficient
algorithms to compute a minimal, or almost minimal, BV which encloses
a given point or polygon set [52, 53, 54]. In particular, how to compute
minimum bounding spheres, also called smallest enclosing balls, is a well-
studied classical problem in computational geometry. Perhaps somewhat
surprisingly, theoretical results show that the optimal bounding sphere
of a point set can be computed in worst case O(n) time [55]. Sev-
eral other more practical methods for computing the optimal ball have
also been presented, such as the recursive algorithm by Welzl, which
has an expected linear running time by relying on randomization of the
input points and a move-to-front heuristic [56, 57]. Some other inter-
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Figure 2.2: Examples of two different types of bounding volumes enclos-
ing a polygon mesh. As can be seen, the slab cut ball (left) provides
a much tighter approximation of the underlying mesh than the sphere
(right), which speaks in favour for the slab cut ball. Another important
factor to take into account is how fast geometric operations on the vol-
umes can be performed and in this respect, the sphere is expected to be
more advantageous.

esting choices of bounding volumes include the ellipsoid [58, 59], cylin-
der [60], sphere swept volumes [61, 62], quantized orientation slabs with
primary orientation (QuOSPO) [63], intersection volume of a sphere and
AABB [64], and spherical shell [65].

Clearly, the best choice of BV type appears to be highly dependent
on both model and scenario. This conclusion is supported by Table 2.1,
which presents a simple comparison of some important properties for
some interesting BV types. For example, spheres are invariant under
rotation, but the tightness of fit is in general quite poor. OBBs are
known to have a good tightness of fit, but they also have a high storage
cost, as compared to AABBs or spheres. Geometric tests on AABBs are
generally very fast, but since AABBs are not invariant under rotation,
recomputation of the shape is required even for simple rigid body motion.
Alternatively, if the AABBs are simply rigidly transformed together with
the moving bodies, they become OBBs.

The list of proposed bounding volume types in the research literature
is steadily growing. Some of the more recent proposals include the zono-
tope [66], slab cut ball (SCB) [67], and velocity-aligned discrete oriented
polytope (VADOP) [26]. Since it has been shown that the choice of
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BV type in a BVH sometimes influence the execution time of geometric
queries dramatically, a wise selection of the BV type with respect to the
current application may be crucial (see e.g. [23, 67]).

2.3 Hierarchy Construction

Besides choosing an appropriate type of bounding volume, a tree-building
algorithm must also be selected. Normally, the input consists of a set of
geometric primitives, and the output is a partitioning (decomposition) of
these primitives into a regular tree data structure, where each tree node
stores a BV enclosing all the primitives in its subtree. However, since
the number of structurally different BVHs that can be produced grows
exponentially with the number of input primitives, finding a globally
optimal tree structure is considered intractable. Instead, many different
heuristics have been developed which can be categorized into three main
types of hierarchy construction algorithms, which are often referred to as
top-down, bottom-up, and incremental insertion construction methods.

In practice, top-down construction seems to be the most commonly
used method. The example BVH in Figure 2.1 was constructed using a
simple top-down building approach. In a top-down building algorithm,
the root node is created first, and a BV is computed which encloses
all the primitives. Then follows a recursive step, where the remaining
primitives are divided into k subsets, and k child nodes are created with
BVs enclosing these subsets. This recursive step is then applied for each
created node, unless the remaining primitives are below a given thresh-
old, in which case the recursion is terminated and a leaf node is created
enclosing the remaining primitives. How to divide the primitives into
appropriate subsets is managed by a so called split rule, which is of-
ten based on a sorting or bucketing strategy to determine the subsets.
Klosowski et al. gives several examples of split rules [49]. Top-down
BVH building belongs to the divide-and-conquer family of algorithms.
Given that both the BV computation algorithm and the split method
runs in O(n) time, and that the produced tree structure has a height of
the order O(log n), the whole tree building procedure runs in O(n log n)
time. If an unbalanced tree is produced, however, the performance dete-
riorates to O(n2). This case is an analogue to the worst case behaviour of
quicksort [68], and by using a robust and carefully designed split method,
the worst case behaviour can be avoided in practice (see e.g. [67]).
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In contrast to top-down approaches, constructions of hierarchies from
the bottom-up are based on merging nodes rather than splitting them [32,
59, 69]. The construction starts by creating the leaves in the tree data
structure, where each leaf node has a BV enclosing either a single geo-
metric primitive or a few primitives located close to each other. Then
follows a process where nodes with nearby BVs are grouped together to
find appropriate parents. This grouping continues until there is only one
node left, the root. Note that when k nodes are to be grouped, their BVs
need to be merged to find a proper BV of the parent. The running time
of the bottom-up construction depends on the time complexity of both
the merge algorithm and the algorithm used to select suitable nodes to
be merged. Since at least O(n) merging operations and selection opera-
tions have to be done, the overall construction is O(n) in the best case.
Usually, however, more sophisticated BV merging and/or node group-
ing strategies are employed to ensure a better quality of the hierarchies,
resulting in a time complexity of O(n2) or worse [69]. Clustering algo-
rithms are essential for bottom-up construction of BVHs to guide the
grouping of nodes. Since clustering is an important concept in many
different research fields, much research has been conducted on clustering
algorithms [70]. For example, practical methods for solving the facil-
ity location problem efficiently [71] can be applied in a BVH construc-
tion scheme. A quite different bottom-up construction method based
on estimates of the mass distribution of a volumetric model has also
been proposed to produce binary bounding volume hierarchies [72, 73].
In general, bottom-up construction algorithms are more complicated to
implement and usually run slower than top-down methods [74].

BVHs can also be built using incremental insertion methods [75, 76].
The idea behind these methods is to add or insert one geometric prim-
itive at a time to an initially empty hierarchy. Usually, the insertion
proceeds from the root node to a leaf, where the path taken depends on
a cost function that is used to minimize the insertion cost locally. Then,
the insertion point of the primitive is chosen to be the node along this
path that minimizes the total volume of the tree. Given that the eval-
uation of the cost function and the volume enlargement operation for
each encountered node during insertion is executed in constant time, the
whole hierarchy tree construction is expected to take O(n log n). Thus,
this way of building BVHs is in general as practical and fast as top-down
approaches. For example, incremental insertion guided by surface area
heuristics has been used to build BVHs to accelerate ray tracing [75, 77].
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The quality of the produced BVHs, however, depends on the insertion
order of the primitives. Thus, randomizing the insertion order may be
worthwhile. Finally, after all primitives have been inserted, an additional
restructuring phase may be used to improve the hierarchy structure.
Haber et al. propose two such global optimization heuristics referred to
as successive re-insertion and elimination of ill-formed groups [76].

Omohundro presents five ball tree construction methods, one bottom-
up, two top-down and two incremental insertion algorithms. Interest-
ingly, the experimental results revealed that the bottom-up method pro-
duced the trees of highest quality. However, its high construction cost
limits its usefulness. Consequently, for large data sets, a simple top-down
or an incremental insertion method is preferred [74].

Regardless of which one of these three main classes of construction
methods is chosen, several other important design issues must be dealt
with. Clearly, balanced hierarchies may seem attractive from a theoret-
ical perspective. For some inputs and construction methods, however,
balanced BVHs may lead to a significant overlap between nearby BVs
leading to truly inefficient search queries. Since the goals of minimiz-
ing the tree depth as well as the BV overlap between nearby nodes are
usually in conflict with each other, the construction algorithm needs to
deal with a trade-off between the maximum allowed depth of nodes, and
the amount of overlap between adjacent volumes that can be tolerated.
Construction speed is another factor that is involved in this trade-off.
To exemplify, consider the well known issue of selecting pivot element
in quicksort. Strictly enforcing a completely balanced partitioning of
the elements to be sorted, by always selecting the median as the pivot
element, would of course avoid the worst-case O(n2) behaviour of quick-
sort, but it would also make quicksort much slower for almost all inputs.
Instead, choosing the median-of-three randomly selected elements as the
pivot element has been widely adopted, because it is very fast, and it
also effectively avoids the worst-case in practice.

Another reason why it sometimes makes sense not to require the
hierarchies to be balanced is update cost. The tree structure may become
too expensive to maintain due to sudden dynamic changes during run-
time. However, classic tree data structures such as almost balanced AVL-
trees [78, 79] and red-black trees [80, 31] may of course be interesting
to adopt in BVH creation and maintenance. The height of a red-black
tree is guaranteed to be within a constant factor of two compared to
the height of a balanced binary tree. Thus, for a balanced binary tree
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with n nodes, the height of a corresponding red-black tree cannot exceed
2 log2(n+1). Another interesting data structure is the splay tree, which is
a type of binary search tree that automatically moves frequently accessed
elements nearer to the root [81]. Similar techniques may be fruitful also
for BVHs to optimize query times for application-specific scenarios.

Another concern in the design of BVHs is the choice of the branching
factor. In practice, the most common choice seems to be binary BVHs.
Some analytical arguments for choosing node degree k = 2 are given
by Klosowski et al. [49]. However, no definite answer to what is best
has been given. Clearly, a higher k gives shorter search paths from the
root to the leaves, but at the same time the work at each encountered
node increases, since there are more branches to consider. The opposite
holds true for a lower k, which makes the search paths longer, but the
operations and branch selections at each node faster. In the end, the best
choice appears to be application and machine specific. It is not unusual
that practical experiments indicate advantages for using a k > 2 [44, 51].
In particular, parallelization of the work at the hierarchy nodes speaks
in favour of choosing multi-way trees. Sometimes binary tree nodes
are chosen simply because this appears to simplify the design of the
construction algorithm. In any case, however, a binary BVH structure
can be converted to a quaternary BVH simply by removing every other
level and to an octonary BVH by removing two levels at a time.

Uneven distribution of the sizes of the geometric primitives in the
models is another source of inefficiency in many constructed BVHs. Con-
sider, for example, a giant polygon stored in a leaf node at the maximum
depth of a BVH. This polygon will cause the computation of huge bound-
ing volumes in all nodes from this leaf all along the path up to the root
node. In the worst case, this polygon is so large that all these bounding
volumes must have the same size, although they are minimal. In fact, it
will then overlap entirely with all other BVs in the hierarchy. If there are
many giant polygons in a model, this problem degrades the performance
severely, because of the resulting overlaps among lots of BVs internally.
How can the construction algorithm deal with giant polygons to avoid
unnecessary performance breakdowns? A possible solution could be to
store problematic large geometric primitives in internal nodes. In this
way, these primitives can be stored at a much higher level in the hierar-
chy to avoid a troublesome expansion of all the BVs in a complete path
down to a leaf node. A similar technique would be to add an extra leaf
node that stores the primitive directly below the internal node in ques-
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tion, thereby raising the degree of the internal node, rather than storing
primitives in internal nodes. Another way of attacking the problem with
problematic variation in the primitive sizes would be to clip primitives
and/or BVs that are considered too large into several pieces [82]. In this
case, however, the attractive O(n) storage cost of a BVH can no longer
be guaranteed.

The final design choice discussed here is related to how the bounding
volumes are computed. In a layered hierarchy, each bounding volume
of a parent node completely covers all bounding volumes located in its
subtree. However, this property of a layered hierarchy is not always
needed. In many cases, it is preferable to build tighter fitting hierarchies
by letting each parent BV completely cover all the geometric primitives
located in its subtree, rather than also enclosing all the bounding volumes
in the subtree. A hierarchy with this property is sometimes referred to
as a wrapped hierarchy. Note that a wrapped hierarchy is always as
tight or tighter than the corresponding layered hierarchy [83, 30]. For
some applications, however, a layered layout of the BVs is chosen, either
because of the way search queries are executed or because BV update
operations can be made faster [84, 85].

In addition to the points discussed above, construction of mem-
ory [86, 87] and cache friendly [34, 88] hierarchies is also attractive. How
to construct BVHs of high quality is a complex subject, and it remains
an open research problem which can be attacked from many angles.

2.4 Fundamental Operations

Since the BVH is a spatial data structure, it is mainly used to perform
different types of geometric queries concerning the relative location of
objects. The queries are realized by designing different types of search
algorithms traversing one or more BVHs. For example, BVHs can be
used to efficiently find ray-primitive intersections, or to determine po-
tentially visible primitives from a certain viewpoint, in a scene. BVHs
can also be utilized to perform fast distance queries, such as finding the
nearest neighbour to a given query object, or to report all the inter-
secting primitives between two models. Queries for collision detection or
interference detection and ray tracing are discussed further in Chapter 3.

The computational complexity of these operations is dependent on
several factors such as the tree height, the ability of the BVs to approx-
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imate the underlying geometry tightly, the amount of overlap between
BVs inside the BVH, and the size of the output, i.e., the number of
elements in the search result. Although the theoretical worst-case time
complexity of a BVH-based search algorithm may sometimes look daunt-
ing, BVHs are well-known for their good performance in many computer
graphics applications.

As an example, consider the case of performing a query to find all
the primitives hit by a ray. This operation is expected to take O(log n)
time, and in the best case, when the ray misses the BV in the root, the
query even finishes in O(1) time. In the worst case, however, all BVs
in the hierarchy are hit by the ray, which means the ray query is O(n),
which admittedly does not look promising for ray shooting. Still, BVHs
are used to accelerate ray tracing with good results [46]. Interestingly,
since the performance of a ray-BVH traversal is dependent on the actual
number of BVs hit by the ray, the worst case of a traversal is given
by the stabbing number s, which is the maximum number of BVs that
can be hit in a traversal seen over all possible rays [32]. This means
that the worst case performance of ray shooting using a BVH is O(s).
Therefore, a natural design goal in BVH construction for ray tracing,
besides keeping a logarithmic height of the tree, would be to keep the
stabbing number s ∈ O(log n), which in particular involves avoiding too
much overlap between sibling volumes.

How to design efficient BVHs for different applications with theoret-
ically proven asymptotic worst-case bounds remains an open research
question. Only a few research efforts in this direction have been pub-
lished, see e.g. [89, 83].

2.5 Scene Graphs

A scene graph is a common data structure that is related to the BVH.
Usually, a scene graph represents both logical and spatial relations in
a scene or virtual environment. In a scene graph, different types of
nodes, representing e.g. groups of objects, transformations, geometric
primitives, light sources, and cameras are arranged into a tree or directed
acyclic graph (DAG) [90, 91].

Interestingly, several scene graph packages also let the scene graph
play a role as a BVH, since it is usually straightforward to extend a
scene graph to also become a BVH by storing bounding volume data
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at appropriate locations in the structure. In this way, an acceleration
data structure is directly available together with the scene description at
a small additional memory cost as compared to using another separate
data structure, such as a kd-tree or octree. Operations such as view-
frustum culling, picking, collision detection, and range queries can then
be implemented conveniently as different kinds of scene graph traversals.

2.6 Adaptive Hierarchies

Whenever possible, the BVHs are created in a preprocess or during appli-
cation initialization, since most construction algorithms are super-linear.
Once built, the data structure can then be used to perform various types
of queries without performing any time-consuming changes or updates
to the hierarchy during run-time. Many scenes, however, involve dif-
ferent types of dynamic features. For example, geometric objects may
be stationary or moving. Objects in motion may be rigid, deformable,
and even breakable. New geometric objects may be inserted on-the-fly
in the scene, due to unpredictable events. Keeping BVHs up to date
due to dynamic changes like these constitutes a significant challenge in
real-time graphics simulations.

If a BVH has the attractive feature that it remains useful in a real-
time graphics simulation even when the circumstances change by adapt-
ing to the new situation, we refer to the BVH as an adaptive hierarchy.
For deformable models, this means that when the shape of a model is
changed, its BVH can adapt to the new situation in an efficient way by,
for example, BV refitting schemes [44, 84, 92], incremental reconstruc-
tion [45, 93], and/or amortized updating [46] and afterwards still remain
an efficient acceleration data structure. Clearly, careful design of inser-
tion and deletion operations is essential for intelligent dynamic updates
of tree data structures (cf. [78, 80, 81]). For example, AVL-trees have
been leveraged in a BVH-based approach for faster collision detection
between fracturing objects [94].

Even for rigid models, it makes sense to refer to a BVH as adaptive
if it has the ability to remain efficient over a wide range of queries and
scenarios. In particular, if a number of models in a rigid body simula-
tion all of a sudden enter a highly complex configuration with respect
to the geometric queries, without significant performance breakdowns,
the BVH can be said to be adaptive to this new complex scenario, even
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though the actual BVH data structures are static [47, 67]. The perfor-
mance of a BVH can also be improved by learning from actual use. For
instance, the hierarchy could be restructured to provide faster access to
frequently queried elements, and construction of the data structure can
also be deferred until queries are issued. In this way the trees are con-
structed piece by piece guided by actual queries. Such techniques have
been proposed to create adaptive BSP-trees with good results [95, 96].

The loose octree can also be seen as an adaptive space partitioning
data structure. Similarly to the BVH, the loose octree allows overlapping
cells or blocks [97, 3]. By expanding the block size in each direction by,
for example, a factor of two, too small objects straddling the previously
unexpanded block borders can be inserted at more appropriate levels in
the octree, which may lead to more efficient spatial queries. Also, since
objects can be inserted or deleted in O(1) time, the loose octree seems
to be suitable for dynamic environments with a large number of moving
objects.

As can be seen in Chapter 4, adaptive BVHs for collision queries in
dynamic simulation environments is what this thesis is mainly about.
Of course, the ultimate goal of adaptive BVHs is that one type of BVH
could be used for every type of model, query, and scene. It seems clear
that research in this area need to focus more on developing BVHs with
a broader applicability.
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Collision Queries

As discussed in Chapter 1, being able to answer collision queries in com-
plex scenes is a fundamental requirement in virtual environments. Many
efforts have been described in the research literature to solve this prob-
lem. Therefore, this chapter gives an overview of important and related
research. Two types of collision queries are considered more closely. The
first one is needed in almost all kinds of rigid and deformable body sim-
ulations. Given a set of geometric models, are there any contact points
between them? Various attempts to solve this kind of collision detection
or interference determination problem are reviewed briefly in the next
section.

The second query type considered is ray shooting, which is a fun-
damental operation in many rendering algorithms. Given a set of rays,
are there any contact points between the rays and the scene objects? In
Section 3.2, a background to ray tracing is given and previous attempts
to solve the ray shooting problem are discussed.

3.1 Collision Detection

Hundreds of papers have been written on collision detection in various
situations, primarily in the fields of computer graphics, robotics, and
computational geometry. Whereas most early efforts were focused on
solving the collision detection problem in rigid body simulation [98, 99,
100, 28, 52], nowadays deformable bodies also receive significant atten-
tion [101]. There is currently no single best collision detection method.

27
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The algorithm to be chosen depends on many factors that play different
roles in different applications [47].

In some applications it is sufficient to use approximate methods
whereas other applications might require accurate collision calculations.
The best performance is often achieved by using specialized or simplified
methods that utilize specific knowledge about the application. For ex-
ample, in a virtual bowling application, simple cylinder approximations
were used to represent the pins in the collision detection calculations
with plausible results [102]. Another example where application spe-
cific knowledge has been utilized to speed up the CD significantly can
be found in water wave simulation where precomputed wave-land inter-
action points are stored in wave-train boxes with fixed locations [103].
Sometimes, an application-specific solution may even include algorithms
that make the collision detection obsolete, as is the case in a proposed
method for finding the range of motion in the human hip joint [104].

In many other cases, a sufficient accuracy of the collision calcula-
tions must be guaranteed. For example, in robotics, inaccuracies in the
virtual simulation process might lead to severe damage, since the sim-
ulations are often used to verify the correctness of the corresponding
real world scenarios. Furthermore, in rigid body simulation, when the
force computations are based on the intersection data reported from the
collision detection algorithm, small errors might cause fundamentally dif-
ferent body trajectories, which is unacceptable in certain applications.
In general, what actions to perform given the results reported by the CD
process is determined by the collision response algorithm [105, 106, 41].
Whereas CD is fundamentally a math or geometry problem, collision
response is usually a physics or dynamics problem.

The combined need for accuracy and speed in real-time simulations
makes the collision detection problem very challenging. The time avail-
able to resolve the collisions may, for example, be somewhere in the
range 0.1–5 milliseconds, depending on the application, so highly ef-
ficient solutions are needed. Some fast search methods are available,
when the involved bodies are convex [107, 108, 22, 109]. Concave ob-
jects can also benefit from these methods if they are decomposed into
convex parts [110].

For more general and complex rigid bodies, bounding volume hier-
archies have often been found to be the best choice [101]. Examples of
bounding volumes that have been used for efficient CD between rigid
bodies are spheres [38, 37], axis-aligned bounding boxes (AABBs) [111,
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43], arbitrarily oriented bounding boxes (OBBs) [47, 32], discrete orien-
tation polytopes (k-DOPs) [49, 50], spherical shells [65], slab cut balls
(SCBs) [67], tetra-cones [112], and convex pieces [110].

To further speed up hierarchical collision detection methods, tempo-
ral coherence can also be utilized. By using different types of caching
techniques, results from the previous simulation time step can be reused
for faster determination of new results [113, 114, 110].

In the case of soft or deformable bodies, much work remains to be
done [99]. For CD between deformable bodies using BVHs, spheres,
AABBs, and k-DOPs are very attractive, since refitting these volumes
is both simple and fast [44, 84, 51, 92, 85, 39, 115]. For highly dy-
namic triangle soups, octrees [116, 117], uniform grids [118, 18], hier-
archical spatial hashing [19, 119], and BVHs [45] have been used with
good results. Also, the recent development of programmable graph-
ics hardware has made GPU-based CD methods an interesting alterna-
tive [120, 121, 122, 123]. Some other interesting efforts aimed at different
geometries and types of applications that have been described include
methods for higher order surfaces [124, 125, 126] and cloth simulation
[127, 128].

Some initial work has also been performed in the field of virtual
surgery. One proposed method relies on graphics hardware to test the in-
terpenetration of a deformable organ and a user-controlled rigid tool [129].
In a work on laparoscopic surgery, a special bucket data structure was
used to store closely located polygons [130]. This data structure was
then used to search for contacts between a simple tool and an organ
represented by a polygonal mesh.

Another important topic is continuous collision detection (CCD),
which can be used to improve accuracy in, for example, motion planning
application [101]. In this area, the methods aim to avoid unwanted tun-
nelling effects, which may arise due to discrete time stepping. Usually,
time-swept versions of the geometric primitives between two consecu-
tive discrete time instants are employed in the overlap tests. Naturally,
these volumes depend on the motion trajectories of the models used in
the simulation. The real motion of the bodies can be approximated by,
for example, linear interpolation between the start and end positions
of the geometric primitives, thereby trading accuracy for speed. As in
discrete CD, BVHs are also frequently utilized for CCD [48, 131]. How-
ever, since CCD is computationally much more costly than discrete CD,
improved testing schemes are needed. For instance, feature-based hi-
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erarchies have been proposed, which reduces the number of elementary
tests between feature pairs during the CCD queries between deformable
triangle meshes. The reduction is accomplished by using representative
triangles, i.e., triangles that are associated with a limited set of their
features (edges and vertices) [132]. This concept, however, only works
for meshes with topological connectivity information, and not for more
general polygon soups.

DualBvhTraversal(A, B, r)
input: A and B are hierarchy nodes
output: r is a container storing the intersection result

1. if Intersection(V1 ∈ A, V2 ∈ B) then
2. if Internal(A) and Internal(B) then
3. if Volume(V1) > Volume(V2) then
4. for each child c ∈ A
5. DualBvhTraversal(c, B, r)
6. else
7. for each child c ∈ B
8. DualBvhTraversal(A, c, r)
9. else if Internal(A) then
10. for each child c ∈ A
11. DualBvhTraversal(c, B, r)
12. else if Internal(B) then
13. for each child c ∈ B
14. DualBvhTraversal(A, c, r)
15. else
16. for each primitive pair (t1 ∈ A, t2 ∈ B)
17. if Intersection(t1, t2) then
18. Insert(r, t1, t2)

Figure 3.1: Pseudocode for a recursive BVH-based, 2-body, CD traversal.
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Figure 3.2: Visualizations of the dual hierarchy traversal between the
BVHs of two teapot models for five different time steps in a simulation.
In each case, only the deepest spheres encountered in the tree branches
during the dual traversal are shown. Thus, the number of spheres ren-
dered to visualize a dual traversal here is a measure of the amount of
work required to determine the collision status. As can be seen, the
closer the teapots get to each other, the more work the algorithm has
to perform. The bottom row shows the traversal at the last time step,
where the models are finally colliding with each other.
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3.1.1 Collision Detection using BVHs

To check the collision status of two models, their bounding volume hier-
archies are traversed in tandem while searching for intersecting primitive
pairs. The pseudocode for such a dual hierarchy traversal is given in Fig-
ure 3.1. First of all, the overlap status between the BVs of the root nodes
is tested. If these volumes are disjoint, testing is done in O(1) time (Line
1). Otherwise, recursive refined testing is performed by descending in
the subtree of the node with the largest current volume (Lines 2-8). The
conditional test used here to decide which subtree to descend next (Line
3), can be replaced by another, perhaps more appropriate, so called de-
scent rule (for some examples, see [52]). When one of the current nodes
A and B is a leaf, we descend in the subtree of the remaining internal
node (Lines 9-14). Finally, when both nodes are leaves, the geometric
primitives associated with these leaves are intersection tested, and in-
tersecting pairs are inserted in a CD result list (Lines 15-18). After the
completion of the algorithm, the list of intersecting primitive pairs is
usually passed on to a collision response method for further processing.

In situations where a simple true or false answer is sufficient, the dual
BVH traversal can be aborted when the first intersecting primitive pair is
found, which leads to significantly faster query times in many cases [44].
For this, the recursive dual traversal presented in Figure 3.1 can easily
be transformed into a corresponding iterative traversal by using a stack,
and an immediate exit on the first found hit can then be realized by a
single return statement.

To get as good performance as possible, the algorithm in Figure 3.1
is also dependent of highly optimized low-level intersection test methods
(Lines 1 and 17). How to optimize such low-level routines remains an
important topic in computer graphics, since usually they are part of the
inner loop of more complex geometrical algorithms (see e.g. [133, 134,
52, 135, 53]).

A visualization of a dual traversal between the BVHs of two teapot
models is given for five different collision queries in Figure 3.2. As can
be seen, the dual traversal effectively zooms in on close surface areas
between the two teapots. The performance of the traversal is depen-
dent on the number of geometric primitives in the models, as well as
the number of overlapping BV pairs encountered during the traversal.
For rigid bodies, a traversal is expected to be sub-linear in many cases,
even when intersecting primitive pairs are found, since the height of a
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hierarchy storing n primitives is expected to be proportional to log n.
In the worst case, however, this BVH traversal algorithm is O(n2).

For example, Chazelle’s polyhedra illustrate that the number of over-
lapping geometric primitive pairs can be quadratically many [136, 30].
In such cases, a BVH-based CD approach does not offer much improve-
ment over the naive method mentioned in Chapter 1. The bounding
volume test tree, which is a structure that captures the behaviour of the
above presented dual hierarchy traversal algorithm, has a maximum size
of O(n2) nodes, and hence it also illustrates the worst case behaviour of
the algorithm [61, 62, 23].

Despite this theoretical quadratic worst case, BVH-based CD is re-
peatedly reported to be highly successful in practice. Some attempts to
theoretically explain the good performance of BVHs in practice under
certain assumptions have been published [137, 138, 139]. Interestingly,
some of these assumptions may be incorporated as design goals in BVH
construction for collision detection. Also, Haverkort et al. present some
theoretical results for range queries [89].

The choice of which bounding volume type to use is not simple, as dis-
cussed in Section 2.2. Therefore, to evaluate the performance of bound-
ing volume hierarchies, it has been suggested that a cost function can
be used [35, 47, 49]. This function states that the cost, T , of a certain
collision detection query is given by

T = NvCv + NpCp + NuCu, (3.1)

where Nv is the number of performed BV/BV intersection tests and Cv

is the cost of one such test. Similarly, Np is the number of geometric
primitive pairs that are intersection-tested and Cp is the cost of one such
intersection test. Finally, Nu is the number of BVs that are updated or
recalculated because of model changes and Cu is the cost of updating
one BV. By using tighter fitting bounding volumes in the hierarchies,
Nv, Np, and Nu can be lowered, but on the other hand, tighter volumes
often mean larger values of Cv and Cu. To minimize the cost function,
one has to deal with such conflicting goals.

Despite all the previous efforts, new and faster collision detection
methods are needed to increase speed and realism in both rigid and
deformable body simulations. The algorithms proposed in this thesis
are fast and accurate down to the finest resolution of the models. The
methods are based on adaptive bounding volume hierarchies. Summaries
of these methods are given in Chapter 4.
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3.2 Ray Tracing

Ray tracing is a classic image synthesis technique. It was introduced
as early as 1968 by Appel as a shadow determination technique [140].
In 1980, Whitted published an article describing the basic recursive ray
tracing algorithm, which extended the original algorithm to handle spec-
ular reflection and refraction [141]. This version of the algorithm is essen-
tially the basic ray tracing method described in many computer graphics
textbooks of today [142, 143, 144]. Hundreds of articles on different as-
pects of the subject have been published and there are books entirely
devoted to ray tracing [145, 146, 147, 148].

In ray tracing, images are generated by tracing rays of light back-
wards, from the eye through the pixels in the image plane. These rays
are then recursively traced according to the rules that have been set up
for their interaction with the three-dimensional scene while the colour
contributions are gathered.

While ray tracing is well known for its ability to create stunning
pictures, it seems to be equally well known for its extremely high com-
putational cost. Naive ray shooting is O(n), and naive ray tracing of
an entire image with k pixels is then O(kn). We may regard the image
resolution as constant and drop the factor k, but still the number of pix-
els is substantial using, e.g., a full HD resolution of 1920× 1080 pixels.
Using a super-sampling method to generate higher quality anti-aliased
images increases k even further since several rays per pixel are spawned.
For example, to generate a single image in full HD, super-sampled with
9 primary rays per pixel, almost 20 million primary rays need to be
intersected with the geometry in the scene and potentially more than
100 million secondary rays, i.e. shadow, reflections and refraction rays.
Thus, given complex scenes, with millions of geometric primitives, the
number of intersection calculations required is huge. This disadvantage
of ray tracing caused it for many years to be considered as an offline
rendering method only.

The tremendous recent improvements in computer technology, how-
ever, have begun to change the view of ray tracing as a rendering method
which is too slow for interactive graphics applications. In real-time ray
tracing, something like 30–90 generated images per second are needed.
To be able to handle the computational burden, clever algorithms are
needed to reduce the number of intersection computations and utilize
the inherent parallelism of the ray tracing process.
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Today, it has been shown that interactive ray tracing is possible,
even on affordable PCs [149, 150, 151, 152, 153, 46]. Still, however,
achieving real-time ray tracing requires highly optimized implementa-
tions which besides a carefully constructed acceleration data structure,
also utilize, for example, vectorized instruction sets, ray packets, cache-
coherent traversal schemes, and multi-threading.

Interestingly, fast ray tracing can also enable faster global illumina-
tion computations, since most global illumination algorithms rely heavily
on ray tracing [154]. Thus, ray tracing may play an important role in
achieving a long term goal in computer graphics — physically correct
simulation of light transport at interactive frame rates in complex and
dynamic environments.

Most proposed ray tracing approaches, however, are dependent on
acceleration data structures that are pre-built before simulation. Many
of these methods rely on certain limiting assumptions, such as that it
is only the camera which is animated, the rest of the scene remaining
static. Others have permitted the presence of certain dynamic models
in the scene, as a special case, but these have been assumed to be rigid
bodies [149]. Grids are a noteworthy exception, since they can be effi-
ciently reconstructed when used in animated scenes [155, 153, 16]. Fast
construction of other acceleration data structures has also become possi-
ble using today’s powerful computers [156, 157]. Programmable shaders
have also been used to implement interactive ray tracing on commodity
graphics hardware [158, 159].

3.2.1 Ray Tracing using BVHs

To make ray tracing a competitive choice and an interesting alternative
for interactive graphics applications in general, dynamically changing
scenes must be supported. This also includes scenes with complex de-
formable or flexible models, including breakable and exploding objects.
Although kd-trees have been used with much success for real-time ray
tracing of static scenes [151, 152], they are less suitable for dynamic
scenes due to their relatively high construction costs. In this respect,
BVHs are more attractive, and several recent papers propose using them
for ray tracing of both rigid and deformable scenes [160, 86, 161, 87, 46].

Furthermore, BVHs are more advantageous than kd-trees by requir-
ing asymptotically less memory space. This is another major reason
why BVH-accelerated ray tracing has gained a lot of interest lately with
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the goal of constructing BVHs that can keep up with the best kd-trees
also for ray tracing static models. In particular, the surface area heuris-
tic (SAH) introduced by Goldsmith and Salmon has become known as
an effective technique for evaluating the quality of building operations
during hierarchy construction [75]. Several new improved construction
methods based on SAH have been developed recently [77, 69]. Unfor-
tunately, large geometric primitives giving rise to BVs with significant
overlap are not handled efficiently using SAH and traditional BVHs. To
ensure a high quality of the BVHs for scenes with such primitives too,
a technique called early split clipping has been proposed [82]. Other
recently proposed BVH-like data structures, which are also influenced
by the kd-tree, includes the bounding interval hierarchy (BIH) [162],
DE-tree [163], and B-KD Tree [164]

Real-time ray tracing is an emerging research field with many prob-
lems left to solve. Clearly, highly efficient and robust techniques for ren-
dering complex and dynamic scenes at steady real-time rates are needed.
Although the proposed BVHs and acceleration methods in this thesis are
focused mainly on collision detection, several of the techniques can be
applied to improve ray tracing as well. In particular, the algorithms for
efficient reconstruction and updating of BVHs due to model deforma-
tion during simulation are equally important for both collision detection
and interactive ray tracing. The applicability and benefits of these novel
methods are presented next in Chapter 4.



Chapter 4

Contributions

This chapter includes summaries of the conducted research and the main
contributions are emphasized. The results have been published in seven
papers, which are listed in Table 4.1. In the following discussion, these
papers are referred to as papers A–G. For a more detailed treatment,
consult the original papers. For convenience, the full text of the papers
is also reprinted in part II of this thesis.

The main contribution of paper A is a new algorithm for hierarchical
collision detection of meshes undergoing arbitrary vertex repositioning.
In particular, a hierarchy update method based on a new efficient BV
refitting scheme is given, yielding a significant speedup compared with
previous approaches. Paper B introduces a novel algorithm for collision
detection of morphing models, whose performance is of the same order
as algorithms previously used for hierarchical collision detection of rigid
bodies. In paper C, the main contribution is a new algorithm for ray
tracing of deforming meshes. The paper shows that the hierarchy update
method, which was proposed in paper A, gives a speedup of an order
of magnitude in the reconstruction phase, which is needed in ray trac-
ing of dynamically changing scenes. This makes feasible the interactive
ray tracing of scenes with hundreds of thousands of deforming geometric
primitives. Paper D introduces a generalized collision detection algo-
rithm based on dynamic BVHs. The method allows efficient CD even
for unstructured breakable or exploding objects. In paper E, a BVH
based on a novel type of BV, the slab cut ball, is introduced, which
enables highly efficient CD queries between rigid bodies. In papers F
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A Thomas Larsson and Tomas Akenine-Möller. Collision Detection
for Continuously Deforming Bodies. In Eurographics Conference
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Detection for Models Deformed by Morphing. The Visual Com-
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D Thomas Larsson and Tomas Akenine-Möller. A Dynamic Bound-
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E Thomas Larsson and Tomas Akenine-Möller. Bounding Volume
Hierarchies of Slab Cut Balls. MRTC Report, Mälardalen Univer-
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puter Graphics Forum.)
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Table 4.1: The papers included in this thesis.
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and G, efficient overlap tests are proposed between boxes and spheres,
and boxes and ellipsoids. In CD, intersection tests between BVs must
be highly optimized, since they are usually part of the inner loop in the
hierarchy traversals.

4.1 Research Methodology

In all these above-mentioned works, the main methodology employed has
been based on literature studies, simulation experiments and running
benchmarks. The results of the experiments have been compared with
those of previously suggested methods, both in terms of correctness and
running times. This part of our work clearly shows that our proposed
solutions are efficient and useful in practice.

Since benchmarking collision queries and intersection testing is a dif-
ficult endeavour [165], the experimental set-ups have been chosen with
care. For example, it is important to make sure that a rich set of geo-
metric configurations are included in the experiments to reveal both the
weak and strong aspects of the algorithms, and that known problematic
special cases, or any other known limitation of the methods, are stated
clearly. Other issues that must be considered are the potential bias of the
results, for example, because of limited efforts to optimize any one of the
used algorithms, the choice of compiler optimization settings, hardware
setup, etc.

Since an awareness of these issues has guided the presented work, it
is expected that the reported experiments are reliable and have a high
practical value. Of course, theoretical arguments explaining and sup-
porting the experimental results are also very important. In particular,
when it can be shown theoretically that a method has the advantage of
an asymptotically lower time complexity, and this also can be demon-
strated in practice, a strong case can be built.

4.2 Collision Queries for Deforming Models

In deformable-body collision detection, the primary challenge is to deal
with the changing shapes of the geometric models efficiently. Clearly,
the implications this leads to for the used BVHs depend on the type of
deformation the bodies are undergoing. Three main types of deforma-
tion are considered here: (i) fixed-connectivity meshes undergoing arbi-
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trary vertex repositioning, (ii) meshes deformed by a specific bounded
deformation model, such as morphing, and (iii) general deformation, i.e.
meshes undergoing arbitrary changes of the mesh connectivity (mesh
topology) as well as arbitrary vertex repositioning.

4.2.1 Hierarchy Refitting for Vertex Deformation

In paper A, a new collision detection algorithm is proposed for multiple
deforming bodies represented by polygon meshes. The bodies are allowed
to undergo a complete change of shape from one time step to another by
arbitrary vertex movements, but the topology or mesh structure must
be kept the same. First, potential collisions are sorted out in a broad
phase, which is done by a sweep and prune method [166, 22]. The result
is a list of close body pairs that need to be examined more carefully.
This is done in a narrow phase, where a hierarchical search is performed
for each body pair in the list by using bounding volume hierarchies of
axis-aligned boxes. When the bodies deform, the boxes can be refitted
very efficiently, and also, the needed BV/BV intersection test between
two AABBs is extremely fast.

The bounding volume trees are constructed in a preprocess before
simulation time. A simple top-down tree-building strategy is used in
which the mesh is recursively split into new tree nodes until only one
face remains. During simulation, the structure of the tree is kept fixed.
When a body deforms, the axis-aligned bounding boxes in the nodes
are refitted according to a scheme referred to as the hybrid bottom-
up/top-down update method, which aims at finding an efficient balance
between the number of updated tree nodes and the number of tree nodes
encountered during collision traversals.

The performance of the proposed collision detection algorithm com-
pares very favourably with other suggested approaches. In the exper-
iments performed, it was found to be four to five times faster than a
previously leading method. Deforming meshes of up to tens of thou-
sands of geometric primitives were used in these experiments.

The main contributions of paper A are summarized below:

– A new collision detection algorithm is proposed for deforming meshes.
All the vertices of the meshes can be arbitrarily deformed at every
simulation time step. The algorithm is based on bounding vol-
ume hierarchies that can be pre-built and then efficiently updated
during simulation.
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– A novel hierarchy update method is presented. The upper levels
of the hierarchies are updated bottom-up in an incremental way,
whereas the lower levels of the hierarchies are updated lazily, as
needed, during the collision traversals. This update method is
significantly faster than previously suggested methods.

– By examining and comparing the performance of bounding vol-
umes trees with k-ary tree nodes, where k = 2, 4, and 8, it was
found that k = 8 gave slightly better performance in all conducted
experiments. A higher value of k gives lower heights of the trees,
but increases the work to be performed per node in the collision
traversals.

– Two different ways of partitioning the faces of the meshes into the
hierarchy nodes during tree construction are proposed. The first
operates on the initial shape of the deforming body and the other
on the interconnectivity of the faces of the mesh, which remains
the same during simulation. Which is the better method depends
on the model and how it is deformed.

In paper C, the hierarchy refitting scheme presented in paper A is
further analyzed and evaluated for ray tracing of deforming meshes. In
complex and dynamically changing scenes, the reconstruction phase, re-
sponsible for updating the data structures as the simulation proceeds, is
likely to become a major bottleneck. Furthermore, the ray tracing phase
can be parallelized very efficiently, as compared with the reconstruction
phase, for which it seems harder to create successful parallel solutions.
With the new approach, it is shown that by only updating the upper
levels of the pre-built bounding volume hierarchies, the reconstruction
phase can be made an order of magnitude faster. The remaining parts
of the hierarchies are updated lazily as needed in the ray tracing phase.
This approach saves computation and leads to significant speedups in
many scenes.

The high performance of the approach has been verified in complex
scenes. It has been demonstrated that scenes with hundreds of thousands
of deforming and reflective triangles can be ray traced at interactive
frame rates. Completely dynamic and interactive scenes are supported,
since no a priori information of forthcoming deformations are used.

The main contributions of paper C are summarized below:
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– The proposed solution extends the set of scenes that can be ray
traced at interactive frame rates. It is shown that interactive ray
tracing is possible for scenes with complex deforming meshes con-
sisting of hundreds of thousands of geometric primitives.

– By using the hybrid bottom-up/top-down update method from pa-
per A, the reconstruction phase runs an order of magnitude faster
as compared with using bottom-up refitted hierarchies. This is
important since the reconstruction phase risks becoming the bot-
tleneck in complex dynamic scenes.

– The suggested update scheme takes advantage of the fact that the
hierarchies do not need to be updated for the occluded parts of
the scene, although they may be deforming. This yields significant
speedups in the total rendering time of many complex scenes.

4.2.2 Hierarchy Refitting for Specific Deformation

In paper B, a new algorithm for the rapid detection of collisions or in-
tersections between morphing models is proposed, which further extends
the usage of bounding volume hierarchies for collision detection. The
morphing model is a polygonal mesh that is gradually transformed or
blended between a set of reference meshes. All the possible deformations
are bounded locally by the reference meshes, which make it possible to
create a morphing-aware bounding volume hierarchy for each morphing
model that can be updated by transforming or blending sets of reference
bounding volumes, which correspond to associated parts of the reference
meshes.

The hierarchies are built in a preprocess before simulation and then
their structures are never changed. Collision queries are performed by
dual hierarchy traversals which sort out possible intersections in an effi-
cient way. Whenever an outdated tree node is reached during a traversal,
it is updated by an extremely fast O(1) bounding-volume blending op-
eration, given that a fixed number of reference meshes are used. Strictly
speaking, the blending operation is O(m) for m reference meshes, but
since m is a very small integer, usually m ≤ 4, it makes sense to regard
m as a constant.

In practice, the performance of a full collision query is expected to be
sub-linear, as in hierarchical collision detection methods for rigid bodies.
Note that only for face pairs that are found to be located closely during
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the collision traversals, must the actual blended vertices of those faces
be calculated. This means that for rendering, the vertices of the meshes
can be blended by the graphics processing unit (GPU), which saves CPU
time, and may improve the overall performance.

The expected high performance of the proposed algorithm has been
verified by different types of experiments with morphing meshes defined
by tens of thousands of triangular polygons. This algorithm for morphing
models was found to be significantly faster than the more general collision
detection method presented in paper A.

The main contributions of paper B are summarized below:

– A novel collision detection algorithm for morphing models is sug-
gested. It is based on morphing-aware bounding volume hierar-
chies. The performance of this algorithm is of the same order as
that for hierarchical rigid body collision detection with expected
logarithmic query times in most practical cases, and a best case of
O(1) when the root BVs are disjoint.

– A simple hierarchy construction method is presented that creates a
single hierarchy per morphing model with k-ary tree nodes, which
store one bounding volume per reference model per tree node.

– In the experiments, a tree degree of k = 8 was found to be a slightly
more efficient choice when compared with k = 2 and k = 4. Note
that it is very common in other works on hierarchical collision
detection for rigid bodies to suggest binary tree structures.

– A top-down update method is proposed, which is completely inte-
grated with the collision traversals. Only the nodes that are en-
countered during the dual hierarchy traversals are updated, and a
node is updated simply by blending the stored reference bounding
volumes.

– It is shown that the proposed method works for bounding volume
hierarchies of axis-aligned bounding boxes, k-DOPs, and spheres.

– The proposed collision detection strategy applies generally to other
types of bounded deformations for which a bounding volume refit
function is known that is independent of the geometric primitives
stored in the volume (see later published approaches [85, 39, 167,
168, 169]).
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4.2.3 Hierarchy Restructuring for Breakable Models

In paper D, an adaptive BVH-based algorithm for highly dynamic col-
lision detection is presented, which generalizes the usage of bounding
volume hierarchies to a much broader category of models undergoing
non-rigid motion. Clearly, when the topology of the models is changed
during simulation due to, for example, melting, explosions, fracture, cut-
ting, or tearing, the culling efficiency of an associated BVH is often de-
creased drastically.

To cure arising culling inefficiencies in a BVH, two main techniques
are employed: (i) BVH restructuring which aims at reconstructing a spe-
cific part of a BVH by re-organizing the set of geometric primitives caus-
ing the inefficiency, and (ii) BV refitting which recomputes the bounds
or extents of a selected set of BVs without any re-partitioning of the
geometric primitives.

Clearly, the first technique has a much better potential when it
comes to restoring a high culling efficiency of the BVH, However, a high
quality re-partitioning of a node with m primitives usually requires an
O(m log m) strategy. Therefore, the restoration may give rise to severe
performance bottlenecks. BV refitting schemes, on the other hand, run
in worst case O(m) time, but may not always be enough to restore a rea-
sonable culling efficiency. Consequently, there is a fine balance between
these two techniques.

The proposed method is able to efficiently balance low-level update
work by amortizing structural changes of the dynamic BVHs over time.
Lazy evaluation and temporal coherence are exploited to determine both
restructuring and refitting. These techniques are urgently needed to
maintain query speed during highly dynamic scenarios, where the num-
ber of executed low-level operations arising from node splitting opera-
tions and refitting parent nodes by BV merging must be kept in bal-
ance with the cost of the number of executed low-level intersection tests
needed in the dual hierarchy CD traversals. To reflect this, the cost
function in Equation 3.1 is extended to also include relevant terms for
the primitive operations arising from hierarchy maintenance. In addi-
tion, by using these techniques, only active parts of the BVHs are used,
updated, and constructed, which means that the storage requirements
of the BVH becomes adaptive to the current complexity of the collision
queries.

So far, we have only considered CD between two or more different
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bodies. Using the BVH for self-intersection detection, also called intra-
object CD, is a more challenging problem, since for connected primitives
the queries are misled to find lots of pairs with neighbouring geomet-
ric primitives, and the detection of these false intersections consumes
much of the execution time. Although the proposed method can still
be used for this case, this type of query is clearly slower than the inter-
object queries. To evaluate the relative performance of our BVH also
for intra-object CD, a sorting-based CD method was also designed called
SWIPER. This method is an improvement of the well-known sweep-and-
prune CD method designed for n-body simulations [166, 22].

The efficiency of the proposed approaches has been demonstrated
in scenes with breakable models consisting of hundreds of thousands of
independently moving primitives. In the benchmarks, significant speed-
ups between 4.4–12.7 were observed for inter-object CD. For intra-object
CD, the observed speedups in our benchmark were between 0.3–54 using
the proposed dynamic BVH, and between 1.4–13.6 using SWIPER as
compared to the classical sweep-and-prune algorithm.

The main contributions of paper D are listed below:

– A novel object-space CD algorithm is presented which is appli-
cable for a broad category of deformable bodies including highly
dynamic breakable objects. Furthermore, the algorithm can easily
be combined with other BVH-based CD approaches to efficiently
support queries among a mix of rigid, modestly deformed, and
highly deformable models.

– A simple method is proposed to detect BVH degradation and to
perform localized reconstruction of currently active parts of the
BVHs. Furthermore, the remaining parts of the BVH are updated
using an adaptive refitting scheme running in linear time. By ex-
ploiting temporal coherence, the updated BVs correspond to the
currently active parts of the BVHs.

– To utilize temporal coherence also in the updating of BVHs for de-
forming meshes with fixed connectivity, the refitting scheme intro-
duced here can be used in place of the hybrid bottom-up/top-down
scheme presented in paper A.

– Clearly, the mechanisms for detecting BVH degradation and lo-
calized reconstruction are general techniques, and not limited to
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BVH-based CD. Hence, the method introduced can with very small
adjustments be applicable for accelerating other types of queries
needed in, for example, view-frustum culling, occlusion culling,
picking, and ray tracing. The benefits of the general approach has
been confirmed by several other papers, which also utilize incre-
mental update techniques for BVHs for faster CD between fractur-
ing objects [94] and hierarchy restructuring for ray tracing highly
dynamic scenes [93, 77].

– An improved sweep-and-prune algorithm called SWIPER is pro-
posed for detecting self-intersections.

4.3 Collision Queries for Rigid Bodies

In rigid-body collision detection, precomputations can be utilized to a
much higher degree compared to scenes with shape-changing objects.
Thus, the BVH construction phase can involve more sophisticated heuris-
tics to produce higher quality hierarchy structures with tighter fitting
bounding volumes, which will lead to improved culling efficiency in search
queries.

It has been shown that the tightness of fit of the volumes in the BVHs
is essential to avoid explosive growth of the parameter Nv in the cost
function in Equation 3.1 in parallel close proximity situations. Certain
BV types, such as the sphere and AABB, fail to deliver the required
tightness of fit in such cases. Here we will consider two approaches
to achieve attractive tight fitting hierarchies: (i) construction of homo-
geneous BVHs by carefully choosing an appropriate BV type, and (ii)
designing heterogeneous BVHs for excellent tightness of fit.

4.3.1 Tight Fitting Hierarchies using Slab Cut Balls

In paper E, a BVH based on a novel type of enclosing volume is pro-
posed called the slab cut ball (SCB). In short, an SCB is a sphere that
has been cut by two parallel planes (a slab). An example is given in
Figure 2.2. The benefits of using this type of BV in the hierarchies are
threefold. It provides tight fitting volumes, efficient overlap tests, and
low storage requirements. As shown in the paper, this leads to highly
efficient collision queries for rigid bodies over a wide range of geometric
situations, from bodies well separated to bodies barely touching each
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other, and bodies at deep interpenetration. The algorithm is very gen-
eral, since every input model can be a polygonal soup associated with a
rigid body transform, which means it is applicable in a broad range of
interactive graphics simulations.

The successful realization of the SCB tree relies on two fundamental
algorithms. First, given a point set with n vertices, efficient computation
of a tight fitting enclosing SCB is necessary. For this, a deterministic
O(n) algorithm is presented which finds both the required tight fitting
sphere and a belonging narrow slab. Second, a highly optimized BV-BV
intersection test is required. Therefore, a robust conservative overlap test
using less than 100 simple arithmetical operations (add, sub, mul), and
zero divisions, is also presented. The purpose of using a conservative test
rather than an exact version is to speed up the entire hierarchical collision
query [170]. Besides these fundamental algorithms, an appropriate and
robust tree building heuristic must be employed. For this, a traditional
O(n log n) top-down construction method is presented, which uses a very
efficient partitioning method inspired by quicksort [68].

The collision query between two polygonal soups is carried out by
traversing the corresponding SCB trees simultaneously according to the
pseudocode given in Figure 3.1. The proposed algorithm is very fast, ro-
bust and numerically stable. No divisions, square roots, or other poten-
tially problematic mathematical functions are used in the computations,
and unlike the OBBTree method [47], the traversal does not use cascad-
ing multiplication of transformation matrices during the recursion.

Interestingly, the OBB tree has been shown to have quadratic con-
vergence to underlying smoothly curved geometry, whereas sphere and
AABB trees only have linear convergence [23]. This gives a significant
performance advantage for OBBs in certain close proximity situations
such as those arising when fitting machine parts together in a virtual
assembly simulation. Since the arguments for the quadratic OBB con-
vergence, which concerns the relative change of diameter and width of
the BVs as a BVH is descended, also applies to the SCB volume, a sim-
ilar performance advantage is also expected for SCB trees. Indeed, the
experimental results obtained confirm this. In parallel close proximity
situations, the SCB tree is asymptotically faster than the sphere tree.

The SCB tree solution can also be regarded as an improvement over
the seminal OBB tree data structure, since it requires less storage and
it involves a faster BV-BV overlap test. Interestingly, from a theoretical
point of view, optimal SCBs can also be computed asymptotically faster
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than minimum OBBs. Therefore, building an OBB tree with minimum
OBBs is a more complex operation than building a SCB tree with op-
timal SCBs.1 As shown by O’Rourke, the computation of a minimum
OBB can be made in O(n3) time [171], and it appears to be the asymp-
totically fastest method to date [134]. Therefore, OBB tree construction
would in this case be O(n3 log n). Using Gottschalk’s practical approach
for OBB fitting, however, results in an O(n log2 n) tree-building method,
given that the convex hull is computed in the OBB creation process, and
otherwise O(n log n) [23].

On the other hand, an enclosing SCB volume can be computed in
O(n3/2+ε) time using a minimum width slab algorithm [172]. In this
case, the computation of the slab in the SCB computation would domi-
nate the running time, since minimum spheres can be computed in deter-
ministic linear time. Accordingly, the construction of an SCB tree would
take O(n

3
2+ε log n) time. Computing the SCB tree using our practical

method, however, takes O(n log n) time using our worst case O(n) time
SCB fitting algorithm. In the asymptotical running times given here, it
has been assumed that the used tree-building method manages to par-
tition the primitives in each hierarchy level in linear time, and that the
produced trees have a logarithmic depth.

To summarize, the main contributions of paper E are as follows:

– The slab cut ball is introduced as a novel type of BV providing an
attractive balance between the computational cost of the overlap
test, tightness of fit, and storage cost.

– An efficient worst case O(n) algorithm for computing an enclosing
SCB of a point set is given.

– A practical and efficient top-down BVH construction method is
proposed with expected O(n log n) running time.

– A fast overlap test between two SCBs for use in collision detec-
tion traversals using less than 100 simple arithmetical operations
is given.

– The experimental evaluation of the performance of the SCB tree
for collision queries between pairs of polygonal models shows a

1By optimal, we here mean an SCB created as the intersection of two indepen-
dently determined volumes, i.e. the smallest bounding sphere and minimum width
slab.
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significant performance advantage for SCB trees over sphere trees.
In addition, the SCB trees are also faster than the OBB trees in
the benchmarks.

4.3.2 Heterogeneous Bounding Volume Hierarchies

Since the tightness of fit of the volumes in a bounding volume hierarchy
can be dramatically improved by switching to heterogeneous or hybrid
bounding volume hierarchies, the development of high-quality automatic
construction methods of such tight hierarchies looks attractive. Unfor-
tunately, heterogeneous bounding volume hierarchies is an understudied
subject [173]. An early initial effort in ray tracing utilized a mix of
spheres, cylinders, and boxes as BV types [35]. Su et al. stored a list of
candidate bounding volumes in each non-leaf tree node.2 Then during
collision detection between two tree nodes, they adaptively chose the
type of intersection test to perform by selecting the BV-BV pair which
minimized a cost function [174]. In another approach, three different
types of sphere swept volumes (point swept sphere, line swept sphere
and rectangle swept sphere) are used as candidate volumes in the BVH
construction [61].

A powerful set of BV types to be used in hybrid BVHs could for
example include the AABB, OBB, sphere, and ellipsoid. For all these BV
types, practical O(n) methods exist to compute almost optimal enclosing
volumes. Obviously, by computing all these types of volumes for a given
subset of points during tree construction, the best shape can be chosen
and stored, while the other shapes are discarded. To determine the
best shape, a quality metric is needed, which is based on the size of
the volume (or area) in relation to the expected operation cost of the
required geometric operations.

The remaining problem, and by far the most difficult one, is the
construction of a high quality BVH structure with respect to all of the
possible bounding volume types. The design goal would be to find some
reasonably fast and useful heuristic producing significantly tighter fitting
hierarchies than corresponding homogenous BVHs.

Efficient ray intersection tests are available for all the above men-
tioned BV types [145, 53]. For collision detection, however, the num-
ber of overlap tests needed grows quadratically with the number of BV

2They mentioned AABB, OBB, cylinder, sphere, cone, and wedge as example
candidate BV types.
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types. More specifically, if there are n BV types, the number of overlap
test routines, No, that have to be supported is

No = n +
n(n− 1)

2
=

n(n + 1)
2

. (4.1)

Thus, by for example limiting the number of BV types to the four previ-
ously mentioned shapes, it would be sufficient to implement 10 different
overlap tests. In this case, the following tests are needed: AABB-AABB,
OBB-OBB, sphere-sphere, ellipsoid-ellipsoid, AABB-OBB, AABB-sphere,
AABB-ellipsoid, OBB-sphere, OBB-ellipsoid, and sphere-ellipsoid.

Implementing the overlap tests AABB-AABB and sphere-sphere effi-
ciently is straightforward. Efficient methods for the overlap tests OBB-
OBB and ellipsoid-ellipsoid are also well known [47, 133]. For the AABB-
OBB overlap test, a simpler version of the OBB-OBB overlap test can
be utilized. For the sphere-ellipsoid overlap test, the ellipsoid-ellipsoid
test is applicable, since a sphere is a special case of an ellipsoid. Al-
ternatively, an iterative search method can be used to find the minimal
distance from the sphere centre to the ellipsoid, which is then compared
to the sphere radius [134]. Efficient algorithms for the remaining cases,
which have been developed in papers F and G, are presented next.

4.3.3 Sphere-Box Overlap Testing

In paper F, faster algorithms for the AABB-sphere and OBB-sphere
overlap tests are presented, which makes it more attractive to use a mix
of spheres, AABBs, and OBBs as bounding containers to speed up BVH-
based CD methods. As pointed out by Arvo, the distance from a point
p on the box to the centre c of the sphere is given by

d(p) =
√

(px − cx)2 + (py − cy)2 + (pz − cz)2. (4.2)

By finding the point that minimizes the distance d, we can compute
d2 and compare it to the squared radius of the sphere to get the over-
lap status. It is, however, sufficient to minimize each term under the
root expression independently, since each term is non-negative. This
observation leads to Arvo’s elegant AABB-sphere intersection test algo-
rithm [175].

In paper F, it is shown that Arvo’s method can be made faster by
adding early outs at appropriate places in the algorithm. The idea be-
hind the early outs can be described geometrically as follows: If the
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bounds of the box are enlarged by the radius of the sphere along each
one of its principal axes, no intersection can possibly occur, if the cen-
tre of the sphere is outside this enlarged box. Note that this type of
quick rejection can be inserted in the algorithm as the original distance
calculations proceed, simply by adding a single conditional test per box
axis, without increasing the number of required arithmetic operations at
all. Alternatively, all the early outs can be executed first of all in the
beginning of the algorithm.

Finally, it is also shown that an implementation of Arvo’s method
based on a vectorized instruction set, such as Intel’s SIMD SSE, gives
opportunities for both branch and loop elimination, which results in even
faster execution time compared to the tested sequential methods.

The main contributions of paper F are summarized below:

– Arvo’s original sphere-AABB intersection test is improved by adding
early outs based on a simple geometric condition at appropriate
places in the algorithm.

– An efficient generalization of the algorithm for the sphere-OBB
case is also presented.

– Even faster vectorized versions of the sphere-AABB and sphere-
OBB algorithms are presented, which eliminates branches as well
as the entire loop over the axes of the box.

– It is shown that simple conservative overlap tests lead to even
faster execution times without introducing too many false posi-
tives. This type of test may improve performance further when
used in conjunction with hierarchical CD queries, which refine the
search results as needed by descending to more fine-grained levels.

– The algorithms work for spheres and boxes in n-dimensional space,
although the presentation only focuses on the three-dimensional
case.

4.3.4 Ellipsoid-Box Overlap Testing

In paper G, a novel algorithm for the ellipsoid–OBB overlap test is pro-
posed.3 This intersection test makes it more attractive to use a mix of

3It is straightforward to use the same test method for the ellipsoid-AABB test
too.
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ellipsoids and OBBs as bounding boxes in a heterogeneous BVH. The
main idea is to transform the three-dimensional space in such a way that
the ellipsoid deforms into the unit sphere, which at the same time de-
forms the OBB to a parallelepiped. This is possible since, as shown in
the paper, this type of affine transformation is guaranteed to leave the in-
tersection status of the objects unaltered. After the transformation, the
calculation proceeds in the obtained simplified test space, which means
the overlap status can be determined rapidly by only using a constant
number of simple arithmetical operations and comparisons. Also, the
overlap test takes advantage of the regular shape of the parallelepiped
to eliminate unnecessary test cases. In addition, a simple early rejec-
tion test is proposed. All these techniques are expected to speed up
the overlap test significantly, which is also confirmed by the practical
experiments.

The main contributions of paper G are summarized below:

– A fast intersection test between arbitrarily oriented ellipsoids and
boxes is proposed.

– In particular, the algorithm can be used as a building block in a
future realization of a CD system using heterogeneous BVHs.

– The general idea of transforming the geometric objects to the
canonical sphere space of the ellipsoid is clearly applicable for de-
signing other rapid intersection tests involving ellipsoids, such as
ellipsoid-polygon and ellipsoid-polyhedron overlap tests.
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Conclusions

In this dissertation, various types of adaptive bounding volume hierar-
chies have been shown to be powerful tools to accelerate different types
of collision queries. The involved models have been polygonal meshes or
polygonal soups, and three main types of deformation have been con-
sidered for these models: (i) arbitrary vertex re-positioning for meshes
with static topology, (ii) specific bounded deformation which makes pos-
sible sub-linear refitting of a node’s BV independently of where in the
tree structure it is located, and (iii) independently deforming polygon
soups undergoing unstructured relative motion. Indeed, these deforma-
tion models cover a very broad set of geometric scenes that could be ex-
pected to appear in interactive graphics simulation. Thus, the proposed
methods for efficient collision queries are quite generally applicable.

Since the running times of the proposed algorithms have been in
focus, it is also worth noting that the improvements of the performance
of CPUs, from year to year, will not be great enough to make advanced
collision detection algorithms obsolete. In computer graphics, there is
a never-ending demand for larger and more complex simulations. In
many respects, the solutions and algorithms proposed here scale well
with scene complexity, and they may therefore be useful for simulation
applications for many years to come.

Although the computer graphics field has been in focus in this work,
it is also expected that the proposed approaches can be used in ap-
plications, or inspire improved methods, in other related fields such as
robotics, computational geometry, computational biology, and medical

53
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simulation.
Generalization of the proposed algorithms to work also for tetrahedral

meshes is straightforward. Curved surfaces can also be supported easily
by tessellation to polygons. However, this gives only an approximation
to the real surfaces. If higher accuracy is needed, some minor additions
such as supporting a fast overlap test between pairs of surface patches
and computation of bounding volumes covering these patches, should
suffice to generalize the hierarchical approaches to work also for models
with surface patches as geometric primitives.

The collision detection schemes proposed in papers A, B, D, and
E all have in common that the focus has been on performing efficient
collision queries between two models. If a hundred, or more, models
are included in a simulation, an efficient broad phase must be added to
these collision detection systems, whose purpose is to sort out all body
pairs out of n bodies that are potentially capable of colliding [176]. The
sweep-and-prune method for moving body simulation seems suitable for
this [126, 22]. For all three types of deformable models considered here,
and for the rigid body case as well, all that needs to be done to apply
this method is to first update or compute an AABB for the root node
in all the hierarchies. For example, in the case of morphing, the root
AABB is simply computed by blending the reference bounding volumes
they store, an extremely efficient operation. The computation of an
AABB covering an SCB can also be implemented as a simple constant
time operation. Besides the sweep-and-prune approach, uniform grid
and spatial hashing approaches are also good alternative data structures
for accelerating broad phase collision detection [177, 178, 19, 119].

The ultimate goal would of course be to design a single adaptive
bounding volume hierarchy capable of supporting all the above men-
tioned deformation models (and others) at the same time in an efficient
way. Interestingly, it can be noted that all four collision detection ap-
proaches, given in papers A, B, D, and E, are based on quite similar
bounding volume hierarchies and hierarchy traversals. Therefore, they
can easily be integrated into a very general collision query framework to
support simulations that include all three types of deformation models.

To realize such a framework, a specialized dual tree collision detec-
tion traversal must be implemented for each possible type of hierarchy
pair. The only two additional intersection tests that must be supported
between tree nodes to integrate our methods are the AABB-SCB and
OBB-SCB tests. Then collisions between all combinations of the differ-
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ent types of the deformable models mentioned above, as well as rigid
models, can be efficiently tracked.

Other types of bounding volume trees can also be supported, given
that efficient intersection tests between tree nodes can be provided.
Therefore, a natural extension of the framework would be to integrate
OBB trees and sphere trees, primarily as an alternative way of represent-
ing rigid models. By permitting the use of different types of homogenous
hierarchies, it becomes possible to choose the most suitable BVH type
for each model, which can improve the tightness of fit and lead to better
performance.

The flexibility within a single BVH can be increased further by
switching to heterogeneous bounding volume hierarchies. The overlap
tests given in papers F and G add to the collection of required over-
lap tests to make collision queries using heterogeneous bounding volume
trees possible. It is here conjectured that this type of BVH will improve
rigid body collision detection significantly, as compared to correspond-
ing homogenous BVHs. However, this requires high-quality heuristics
for building superior tight-fitting hierarchies.

Given two heterogeneous bounding volume trees representing two
rigid models, an efficient dual hierarchy collision detection traversal, sim-
ilarly to the algorithm given in Figure 3.1, can for example be realized
by using the double dispatch technique [179] in a programming language
such as C++.1 In this way, the correct type of overlap test can be called
for each encountered node pair without adding branches in the code to
handle the different BV types during the traversal.

Paper C illustrates the usage of the proposed data structures for
a different type of collision query, i.e. between rays of light and the
geometric primitives of models. Although no experimental results have
been obtained for the other types of hierarchies (proposed in papers B,
D, and E) in the context of ray tracing, it is expected that these types of
hierarchies may be utilized for efficient ray tracing as well. Experiments
are of course needed to evaluate the data structures and for designing
improved versions that are found to be more suitable for ray tracing.
This is of great importance for extending the set of scenes which can be
used in interactive ray tracing.

1C++ supports single dispatch natively, i.e. dynamic binding of a message based
on the type of the receiver object.
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5.1 Future Work

Much further work remains to be done in the fields of spatial data struc-
tures and rigid and deformable body simulation. Certain directions in
which research relating to collision detection and interactive ray tracing
is desirable are described briefly below:

– The extension of the proposed collision detection methods to sup-
port efficient handling of self-intersections would be beneficial. This
is very important in certain applications. In cloth simulation,
for example, some interesting approaches have already been pub-
lished [180, 181, 182].

– The proposed collision detection methods are not designed to han-
dle situations where a single model is torn, cut, or broken, into sev-
eral widely separated parts. In such cases, the BVH of the model
probably needs to be broken into several independent BVHs as well,
which corresponds to the arising independent sub-models. There-
fore, further generalization of the algorithms to support breakable
bodies more efficiently is a subject worth more attention.

– In the field of bioinformatics and computational biology new spe-
cialized collision detection algorithms are needed. The simulation
of protein folding, for example, is becoming increasingly more im-
portant, but also computationally very challenging. Deforming
molecules are systems with many degrees of freedom and efficient
proximity detection is crucial. Therefore, the development of new
data structures and algorithms that are well suited for the simu-
lation of protein folding is needed. An example of an interesting
recent proposal is a graph data structure called deformable span-
ner [183].

– The design of a set of standardized benchmark scenes for collision
detection of deformable bodies would make fair comparisons be-
tween algorithms much easier. Such scenes must be designed with
care so that they include a broad spectrum of different and inter-
esting contact scenarios. So far, only a few initial efforts to propose
suitable standard benchmarks have been made [165].

– It has been shown that bounding volume hierarchies can be used for
interactive ray tracing [153]. However, new improved methods for
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reconstruction of bounding volume hierarchies are still needed to
make interactive rendering of highly complex and dynamic scenes
using BVHs a reachable goal [45, 93]. For example, it would be
interesting to study acceleration data structures for scenes with
millions of independently deforming primitives, including paral-
lelization of the construction and/or reconstruction phase. Several
recent papers present promising results in this direction [157, 20].

– For rigid bodies, a technique designated generalized front track-
ing has been suggested to utilize the temporal coherence that is
present in many types of simulations [114, 110]. It would perhaps
be interesting to examine this technique further in the context of
deformable body simulation. When using a node degree larger
than two, however, which is often the case when BVHs are used to
represent deformable objects, the hierarchies become flatter, which
decreases the potential benefits of using front tracking [51, 45].

– Bounding volume hierarchies of SCBs have been successfully used
for efficient CD [67]. It would also be worthwhile to study the ef-
fects of using the same, or similar, hierarchies to accelerate other
types of geometric queries such as view-frustum culling and ray
tracing. By also considering methods to update the hierarchies,
e.g. by deleting and inserting geometric primitives, as well as sup-
porting schemes for efficient volume refitting and lazy hierarchy
restructuring, efficient queries for deformable objects may be de-
veloped as well [45, 94].

– The SCB tree seems to be particularly suitable also for time-critical
CD [25]. In this case, approximate collision response can be com-
puted based on the encountered uncut sphere in each node as in
existing sphere tree approaches [106], or more interestingly, the
quite simple shape of the SCB itself can be used to design a more
accurate approximate collision response mechanism. Furthermore,
since significantly fewer BVs might be needed to reach a certain
tightness of fit compared to ball trees and AABB trees, this opens
promising opportunities for both time and memory critical BVH
solutions.

– It would be interesting to see how fast an exact SCB-SCB overlap
test can be made. Replacing the proposed conservative overlap
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test with an exact intersection test in collision queries using SCB
trees would improve the culling efficiency, but how would it affect
the overall performance?

– It is well known that the smallest enclosing ball can be constructed
in O(n) time [56], and that the minimum width slab can be com-
puted in O(n

3
2 +ε) time [172]. However, when considering the SCB

volume, which is the intersection volume of a ball and a slab, the
question arises how we can compute a minimum volume SCB. It
is clear that the intersection volume between the minimum width
slab and the minimum volume ball does not give the minimum SCB
in the general case. How to best compute the smallest volume SCB
enclosing a set of n points is therefore an interesting open problem.
A related problem is how to find the minimum SCB enclosing a set
of n balls. Furthermore, an algorithm to compute the smallest SCB
given n SCBs as input would be interesting in e.g. bottom-up con-
struction of SCB trees. Clearly, practical algorithms for computing
the minimum volume SCB in various contexts would increase the
attractiveness of using the SCB as a bounding container.

– It is expected that the development of an improved construction
method for SCB hierarchies would lead to significantly tighter fit-
ting levels of approximations. For example, by finding “islands” of
rather flat areas of a model in the construction process, the poly-
gons in such an area can be grouped under a node and enclosed by
a tight-fitting SCB.

– How to create high-quality heterogeneous bounding volume hier-
archies is an understudied subject. In general, this type of BVH
would significantly improve the tightness of fit of the approximat-
ing levels in the tree, and thus, potentially lead to a major break-
through for BVH-accelerated spatial queries.

– The majority of the collision detection algorithms focus on polygon
meshes or soups. Generalizing the presented CD methods to also
handle other representations of the models efficiently, for example,
point clouds [184], tetrahedral meshes, and higher order surfaces,
would be possible. Besides making the methods more generally
applicable, this may also lead to new general insights on BVH-
based collision detection.
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– With the advent of multi-core CPUs and modern programmable
GPUs, the development of new parallel CD methods, based on
BVHs, grids [118], or any other suitable data structure seems very
attractive.

– Currently, the architectures used in graphics hardware are evolv-
ing rapidly. The graphics processing unit (GPU) is more and
more being turned into a highly parallel general computation unit.
This means that the traditional clear distinction between CPUs
and GPUs is getting blurred [185]. Consequently, using the GPU
to speed up tasks such as global illumination, collision detection,
physics, and artificial intelligence is getting more attractive, and
this is a research area that definitely needs more attention [186].

Hopefully, the contributions put forward in this thesis have provided
some interesting answers to the question: How can efficient collision
queries using adaptive bounding volume hierarchies be realized? Indeed,
collision detection is a broad and exciting area, with many opportunities
for stimulating research and further progress. Now, when the introduc-
tion of new massively parallel architectures for desktop computers lies
right before us, the future for improved geometric queries in collision
detection and rendering looks very promising!
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for continuously deforming bodies. In Eurographics Conference
2001, Short Presentations, pages 325–333, September 2001.

[45] Thomas Larsson and Tomas Akenine-Möller. A dynamic bounding
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[162] Carsten Wächter and Alexander Keller. Instant ray tracing: The
bounding interval hierarchy. In Eurographics Symposium on Ren-
dering, pages 139–149, 2006.

[163] Miguel R. Zuniga and Jeffrey K. Uhlmann. Ray queries with
wide object isolation and the DE-Tree. journal of graphics tools,
11(3):27–45, 2006.

[164] Sven Woop, Gerd Marmitt, and Philipp Slusallek. B-KD trees
for hardware accelerated ray tracing of dynamic scenes. In GH
’06: Proceedings of the 21st ACM SIGGRAPH/EUROGRAPHICS
Symposium on Graphics Hardware, pages 67–77, 2006.
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